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ABSTRACT
Despite the existence of an impressive number of wireless communication protocols, few have been tested under real conditions. This is mainly due to the difficulties found during the implementation phase. In this paper, we introduce Warp, a framework for fast prototyping of wireless network protocols. Warp provides a set of simple building blocks that implement common functionalities needed by a wide range of wireless protocols.

1. INTRODUCTION
Because of the countless challenges they pose, wireless networks have been the topic of extensive research. Nevertheless, most of the theoretical solutions proposed so far have seldom achieved the state of fully-functional implementation. The main reason for such a lack of practical realization is that implementation is a tough task. Although some efforts have already been done by the research community to bridge this gap, they are specific to wireless sensor networks [1, 2]. To our knowledge, nothing has been proposed to common networks such as IEEE 802.11.

In order to facilitate experimenting novel solutions, we propose Warp. Warp is a tool aiming at minimizing the gap between theoretical solutions and practical implementations in the context of wireless networks. The main goal of Warp is to help designers observing the behavior and performance of a wireless protocol under real conditions and with little programming effort. Prototypes implemented with Warp precede a final (optimum) implementation; the idea is to obtain an instantiation of the system that may not be optimized, but that is fully functional and complete.

The remainder of this paper is organized as follows. We introduce Warp in Section 2 and describe its two main components in details in Sections 2.1 and 2.2 before concluding the paper in Section 3.

2. WARP OVERVIEW
Warp is composed of two main components: (i) Warp library, which provides an API of high-level primitives for sending and receiving data, as well as for retrieving information about the network; (ii) Warp engine, which relies on a probe-based mechanism to provide real-time status about the neighborhood.

The designer interacts only with the Warp library. The Warp library, in turn, communicates through the loopback interface with the Warp engine. This latter keeps an up-to-date list of the neighboring nodes and encapsulates/decapsulates the messages respectively sent/received by the library. Although we briefly present the Warp library, in this paper we focus more on the engine.

Warp is currently available on Linux, but we expect to port it to other operating systems. We deployed a small testbed that includes mini-PCs and laptops running Warp on Red Hat 9 and Fedora Core 3 distributions, and using off-the-shelf heterogeneous 802.11 cards with power control features.

2.1 Warp Library
The Warp library provides a set of high level routing-oriented programming functions for different languages (implemented so far on C/C++ and Perl). The designer can use these functions without caring about sockets, communication setup, addresses, and other such details.

The library communicates with the Warp engine with simple request/reply mechanism. The Warp library primitives can be easily integrated into the prototype being developed. In practice, the Warp library is a simple couple of files to be included in the code of the communication algorithm being prototyped. For the sake of clarity, hereafter we only list the most important primitives:

- **Warp_Neighbors()**: Returns the list of neighbors in range, 2-hop neighbors, and link quality statistics.
- **Warp_Send(Data, ID, Pwr)**: Sends a message containing Data to ID at the power level Pwr (in mW).
- **Warp_Send_Broadcast(Data, Pwr)**: Sends a broadcast message containing Data at power level Pwr.
- **Warp_Receive()**: Checks if a neighbor message has been received by the daemon; if so, then return the message.
2.2 Warp Engine

The Warp engine is a daemon process. Its main goals are: (i) to respond to the requests of the Warp library with a regularly updated list of neighbors in range and some associated information about link quality; (ii) to encapsulate and de-encapsulate messages (respectively sent and received); (iii) to implement the entire neighborhood monitoring mechanism.

In the following, we detail how the Warp engine gathers information about the neighborhood and link quality.

2.2.1 Beacons sending mechanism

To build and to keep updated the list of neighbors, each node running Warp sends broadcast beacons periodically at different transmit powers in a round robin fashion. The values of the transmission power are customizable and depend on the characteristics of the wireless interface.

Upon the reception of a beacon (and ideally of a sequence of beacons), various statistics can be derived, eventually using the information included in the beacon packets. For instance, a node can deduce the minimum transmit power that the neighbor should use to send messages to it (the minimum \( \text{Transmit Power} \) among all the received beacons).

2.2.2 Feedbacks sending mechanism

A second type of packet is used by the Warp engine to retrieve statistical information about neighbors and link quality. These packets notify to each neighbor the transmit power of the weakest beacon received. The best received signal strength measured is also sent in these feedback packets to better characterize the link quality.

Although they are destined for a single neighbor, feedback packets are broadcasted and thus received by every neighbor. Broadcasting packets gives two-hop information about 2-hop neighbor, both by means of Alice and John. In the example, a node can deduce the minimum transmit power that the neighbor should use to send messages to it (the minimum \( \text{Transmit Power} \) among all the received beacons).

2.2.3 Information provided by the Warp engine

Information returned by the Warp engine (using the primitive \text{Warp\_Neighbors}() from the Warp library) includes for example the transmit power used for each beacon received, the received signal strength measured, or the rate of received beacons. Figure 1 shows a snapshot of the information provided by the Warp engine console running on the node named Bob. Basically, Bob has two active neighbors, John and Alice, and is able to receive all beacons sent by both. Nevertheless, in average, Alice’s beacons are better received than John’s ones. We can also see that Jack is a 2-hop neighbor, both by means of Alice and John. In the figure, Bob received 4 beacons out of the 5 beacons sent by John at 1mW, and the last one was received with \(-78 \text{ dBm}\).

3. CONCLUSION AND ONGOING WORK

The aim of our research is to provide a new evaluation tool to designers by taking into account real world properties. Warp, our proposal, is a ready-to-use fast-prototyping environment. It works with off-the-shelf wireless cards and requires no specific end-system characteristics. Warp eases the development of prototypes, bridging the gap between theoretical solutions proposed for wireless communications and their practical implementation.

Besides the ongoing work to allow Warp running on different system (other than Linux), we are now studying and benchmarking the tradeoffs between the ease-of-use and the overhead incurred by Warp (mainly in terms of delay and throughput).
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