ABSTRACT
We present BackFi, a novel communication system that enables high throughput, long range communication between very low power backscatter IoT sensors and WiFi APs using ambient WiFi transmissions as the excitation signal. Specifically, we show that it is possible to design IoT sensors and WiFi APs such that the WiFi AP in the process of transmitting data to normal WiFi clients can decode backscatter signals which the IoT sensors generate by modulating information on to the ambient WiFi transmission. We showvia prototypes and experiments that it is possible to achieve communication rates of up to 5 Mbps at a range of 1 m and 1 Mbps at a range of 5 meters. Such performance is an order to three orders of magnitude better than the best known prior WiFi backscatter system [27, 25]. BackFi design is energy efficient, as it relies on backscattering alone and needs insignificant power, hence the energy consumed per bit is small.
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1. INTRODUCTION
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to the cloud. Analytics applications then analyze such data to implement useful functionality such as fitness monitoring, intruder detection, regulating HVAC, etc. The future is likely to bring many more such devices helping us instrument more parts of our lives and surroundings, and enable us to measure and analyze almost every aspect of our lives.

We will refer to these IoT gadgets as either IoT sensors, or tags, or simply sensors in the remaining of our paper depending on the context. To widely realize the IoT vision, we believe that the wireless connectivity on these devices needs to satisfy three key requirements:

• R1: Sufficient throughput & range: A typical such gadget produces anywhere between a few Kbps (e.g. temperature sensors measuring every 100 ms) to a few Mbps (e.g., security microphones/cameras recording audio/video), and can be placed anywhere in the home or on the body. So the wireless link from the gadget to the wired gateway connected to the Internet should provide at least a few Mbps of uplink throughput and 1-5 meters of range.

• R2: Very low power design: These gadgets need to be able to operate for a long time without requiring battery replacements, or ideally without batteries at all. Recent work has demonstrated the possibility of powering these devices primarily using power harvesting from ambient RF sources such as TV and cellular signals. A typical RF powered device can harvest upto 100 microwatts of power [51, 44, 29] from TV signals. Hence, ideally the gadget’s radio should provide the necessary throughput and range using a few tens of microwatts of power to be operable without batteries. If feasible this would eliminate the need for dedicated powering infrastructure such as RFID readers.

• R3: Reuse ambient signals: Ideally the IoT sensors should be able to piggyback their data on ambient, widely prevalent communication signals such as WiFi, Bluetooth etc. For example, while a WiFi AP is transmitting a packet to a standard WiFi client, an IoT sensor should be able to modulate its own information on the ambient WiFi signal and communicate its own data back to the AP. However this should not interfere with the normal WiFi communication from the AP to the client. If such a capability is feasible, then one can imagine being able to provide connectivity to IoT sensors using infrastructure that is already being widely deployed for standard wireless communication, thus reducing complexity and cost.
To the best of our knowledge, no current systems satisfies all three requirements. Recent work on WiFi backscatter\cite{27,25} is the closest, but it does not satisfy \( R_1 \). It only provides around 0.5 Kbps of uplink-throughput and a range of 1 meter which is insufficient for many applications. RFID-based systems satisfy \( R_1 \)\cite{55,19,49} and some of them satisfy \( R_2 \), but not \( R_3 \). They would require the widespread deployment of dedicated RFID reader infrastructure as well as require their own spectrum band of operation in the unlicensed band. Standard communication radios such as WiFi or Blue-tooth Low Power would satisfy \( R_1 \) and \( R_3 \), but clearly cannot satisfy \( R_2 \), they require between 30 – 50 mW (Blue-tooth) to several hundred mW (WiFi) of power to operate.

Our goal is to design a radio uplink for IoT sensors that satisfies all the above requirements. We present BackFi, a novel communication link design between backscatter IoT sensors and WiFi radios. The key contributions are a IoT sensor design for backscattering WiFi signals, and a novel radio circuit and algorithm design at the WiFi AP which doubles up as the (AP) reader decoding the backscatter signals from the IoT sensor. The AP reader operates while it is sending a standard WiFi packet to a standard WiFi client as seen in Fig. 1. The design satisfies the throughput and range requirements described above, it delivers at least 1 Mbps of throughput even at a range of 5m and much higher throughputs up to 6.67 Mbps at shorter ranges of a meter. To put these performance numbers in context, they are between one to three orders of magnitude better than the best known WiFi backscatter system\cite{27,25}.

BackFi’s design makes three key technical contributions:

- First, we design a novel low power IoT sensor that can backscatter standard WiFi signals while being able to sustain high data rates of around 5 Mbps. The IoT sensor consists of a low power design for phase modulations ranging from BPSK to 16-PSK as well as mechanism for detecting WiFi transmission on which IoT sensor data can be modulated and backscattered.

- Second, a novel design of the WiFi AP radio such that it can receive the backscatter signals even while it is simultaneously transmitting a WiFi packet to a standard WiFi client. We leverage recent work on self-interference cancelation for full-duplex radios to enable the backscatter signal to be received while the WiFi device is transmitting\cite{17,20,43,12,8,11,9,8,26,16,59,10}. Specifically, the backscatter signal is a modulated version of the transmitted signal itself. Hence self-interference cancelation has to be modified to ensure that the backscatter signal itself does not get canceled. We design novel self-interference estimation techniques that protect the backscatter signal from any degradation due to cancelation.

- Third, we invent novel demodulation and decoding algorithms that can estimate fine-grained changes in the backscatter signal to decode the IoT sensor data. Specifically, we show that WiFi backscatter can be modeled as a channel that is linear but time-varying modifying the IoT sensor data. BackFi incorporates novel decoding algorithms that can continuously track the time-varying channel and use standard diversity combining techniques such as Maximal Ratio Combining (MRC) to deliver a reliable, high throughput link\cite{13}.

We prototype BackFi and show that it can provide 5 Mbps of throughput at 1 m range and at least 1 Mbps at 5 m range. In comparison the best performing prior WiFi backscatter system\cite{27,25} provides a throughput of up to 1 Kbps, a range of less than a meter. We also show that BackFi has minimal impact on the operation of the standard WiFi network whose ambient signals it is piggybacking on to backscatter its own data.

We also note that the focus of this paper is on the uplink from the IoT sensor to the BackFi AP. The reason is that the IoT applications that we are designing for are bottle-necked on the uplink. These gadgets (such as fitness trackers, home sensors, wearables, etc) are collecting a lot of sensor data and need to upload them to the cloud and downlink often isn’t needed, or if it is, very low throughput of a few Kbps suffice\cite{35,53}. Hence in the rest of the paper we will focus on the uplink, but note that prior work has already demonstrated WiFi backscatter designs (which can be used with BackFi too) for the downlink that can provide up to 20 Kbps\cite{27}. We further note that although we have chosen WiFi signaling for the description and implementation of BackFi, the system is applicable for other types of communication signals like Bluetooth, Zigbee, etc., as well.

2. RELATED WORK

BackFi is most closely related to recent work on WiFi backscatter\cite{27,25}. The prior design also uses ambient WiFi transmissions to backscatter data. Specifically, IoT sensors encode data in binary decisions of whether or not to backscatter the received packet transmission which is detected as changes in RSSI/CSI at a nearby helper WiFi device that is also receiving the packet from the AP. The design needs a helper device because the prior design doesn’t have self-interference cancellation, hence the transmitting AP cannot detect changes in RSSI/CSI while it is transmitting due to large self-interference. Since information is encoded in binary decisions that span an entire packet, the information rate is only 1 bit per WiFi packet. The range is
also low (less than a meter) because the WiFi helper needs the IoT sensors to be close to detect changes in RSSI/CSI. The reason is that the helper device needs to detect the changes in RSSI/CSI while it is receiving the strong WiFi transmission from the AP. This WiFi transmission essentially acts as interference to the detection of weak changes in RSSI/CSI induced by the tag’s decision to backscatter or not, and thus limits range.

BackFi on the other hand does not have any of these limitations. Because it modulates information by changing the phase of the received WiFi signal at a much faster rate throughout the WiFi packet, it achieves three orders of magnitude higher throughput. Its range is an order of magnitude higher because self-interference cancellation enables the reader to completely clean out the effect of the ambient WiFi transmission and detect fine-grained changes in the backscatter signal. Finally BackFi provides a framework to analyze energy/bit, which is independent of platform (FPGA, ASIC, discrete) and the technology choice for implementation. However we note that the prior WiFi-backscatter system required no changes to the WiFi AP. BackFi does require the addition of self-interference cancellation hardware. So the trade-off is increased hardware complexity for a much higher throughput and range.

BackFi is related to a large body of work on RFID systems [19, 55, 50, 49, 23, 22, 52, 46, 45, 54, 14, 3], which use dedicated, powered reader infrastructure to supply power as well as receive data from the RFID IoT sensors [30]. The IoT sensors themselves are designed to be low power and may or may not have batteries. However the cost of deploying and maintaining dedicated reader infrastructure has tempered the adoption of these systems. BackFi and other WiFi backscatter systems [27] use ambient WiFi signals for communicating backscatter data, hence deployment is easier.

BackFi is also related to recent work on ambient backscatter communication [28, 34] that enables two RF powered devices to communicate with each other. However these systems do not provide connectivity to the Internet which is BackFi’s primary focus. BackFi is also related but complementary to recent work on harvesting power from RF sources such as TV signals [28, 48, 30], cellular transmissions [33] and WiFi [27, 21, 25, 32]. These systems have demonstrated the ability to harvest around 60 – 100μW from ambient sources such as TV signals [46, 51, 44, 29] which is sufficient power to provide a high throughput battery-less IoT sensor. Hence with BackFi’s high throughput, long range, and low power WiFi backscatter connectivity combined with the ability to harvest power from ubiquitous RF sources, we believe we are closer to the vision of RF powered, battery-less IoT sensors ubiquitously deployed and connected to the Internet.

BackFi advances the state-of-the-art in backscatter communication by being able to provide the following: Improved backscatter decoder: BackFi’s decoder presents a first formal framework to decode backscatter on wide-band signals. All the prior backscatter systems use tone as the excitation signals, whereas BackFi uses wideband signals. Further this framework can improve the decoding of the tone based backscatter systems too. The reason is that the silent mode of BackFi eliminates all the backscattered signal by the rest of the environment (including the structural mode of antenna). This allows use of the information on the tone (excitation signal) for decoding, instead of nulling it as in most RFID decoders.

Effective backscatter protocol: BackFi presents a protocol for backscatter devices which allows an efficient decoding for backscatter system. For high order modulation, this design choice becomes imperative to provide good throughput and SNR.

Spectral Efficiency: BackFi presents a high throughput system by piggybacking on the existing data signaling like WiFi or Bluetooth. BackFi capability to reuse existing signaling makes it spectrally efficient and easy to seamlessly deploy. Moreover, since WiFi can be deployed in 900 MHz band too, deploying BackFi is much more effective than deploying RFID readers.

3. OVERVIEW

BackFi’s basic mode of operation is shown in Fig. 1. A BackFi capable WiFi AP transmits a WiFi packet to a standard WiFi client. The IoT device with the BackFi tag backscatters the WiFi transmission back to the WiFi AP, and modulates its data on the backscatter signal. The AP decodes the backscatter signal to recover the data from the IoT gadget.

At a high level, the above description also applies to a RFID reader and RFID tag. So why can’t we just reuse the RFID design to build WiFi backscatter systems? We argue why but start with a brief primer on standard RFID backscatter first.

3.1 How does traditional RFID work?

In traditional RFID systems, communication happens by the reader first transmitting an excitation signal which is typically a single frequency tone (a sinusoid) in the 900 MHz band. The tag receives this excitation signal and then backscatters (reflects) it after appropriately modifying the phase of the excitation signal. The data that the tag wishes to transmit is modulated on these phase changes. The tag design at a conceptual level is very simple, it is an antenna connected to an array of switches which are turned on and off appropriately to control the phase of the reflected signal from the tag. The array of switches is controlled by logic that reads the information bits, and computes the on-off routine that needs to be implemented on the switch to create the phase difference that encodes the information bits. The backscattered signal is then received by the reader whose goal is then to demodulate the signal by first detecting the phase changes introduced by the tag and then recovering the original data. The design of the tag is fairly standard and is not the focus of this paper, we refer the reader to a large body of literature [49, 30] on the circuit level details of implementing tags.

It is useful to construct a model of the signal that the reader receives after the tag backscatters the signal. If $x(t)$ is the excitation signal transmitted by the reader, it undergoes four distortions before it arrives back at the reader again after reflections and backscatter. First, the signal gets reflected
by objects in the environment rather than the RFID tag and arrives back at the reader, we model this environmental distortion as $h_{env}$. The other portion of the signal is the one that first goes to the tag, has its phase changed to modulate data, and then comes back to the reader, i.e., the backscatter signal. We represent the forward channel between the reader and tag as $h_f$, the phase modulation at the tag is simply a multiplication of the received signal by $e^{j\theta(t)}$ and the backward channel is represented by $h_b$. The phase $\theta(t)$ is changed at the tag according to the data that is being modulated, for example, if DQPSK is being used, the phase w.r.t. the previous symbols phase is shifted by the appropriate multiple of 90 degrees. Note that $\theta(t)$ is changing at the rate of the symbol period at the tag. So the overall signal received back at the reader is given by:

$$y_{rx}(t) = x(t) * h_{env}(t) + \{(x(t) * h_f(t)) * e^{j\theta(t)}\} * h_b(t)$$

The goal for the reader of course is to estimate $\theta(t)$ and thus demodulate the tag data. As the above equation shows, there are two challenges in accomplishing that. First is the environmental term; it contains no useful information and therefore acts as interference. This self-interference (because its generated by the reader’s own transmission) is likely quite strong relative to the backscatter signal because it consists of direct leakage from the reader’s transmitter to the receiver as well as reflections from nearby objects. In many cases, the self-interference and the backscatter signal can be separated by more than the dynamic range of the reader’s receiver chain, which would end up completely drowning the backscatter signal. Second, if the environmental interference can be eliminated, the challenge is to estimate $h_f$ and $h_b$, and then given that we know $x(t)$ it is simple to recover $\theta(t)$ and demodulate the tag data. The above two challenges are true for any backscatter system, we describe how current RFID systems handle them and why we cannot use that design for BackFi next.

### 3.1.1 Decoding Standard RFID Backscatter

In standard RFID based backscatter, the excitation signal is a sinusoid. So $x(t)$ in the above equation is $e^{j\omega_c t}$, where $\omega_c = 2\pi f_c$ is angular frequency and $f_c$ is the carrier frequency (typically in the 900MHz ISM band). This simple fact ends up making both the interference cancellation and demodulation problem easier.

First, self-interference cancellation is simple because with a tone as the excitation signal, the interference term $x(t) * h_{env}(t)$ is simplified to $H_{env}(\omega_c)e^{j\omega_c t}$, where $H_{env}(\omega_c)$ is the frequency domain channel response corresponding to $h_{env}(t)$ and is evaluated at the tone frequency $\omega_c$. In other words the original excitation signal is modified by a single complex number, essentially a single attenuation value and a phase shift. This is a special property of sinusoidal inputs to LTI channels, convolution simply becomes multiplication with the frequency domain channel response’s value at the tone’s frequency for tone inputs. This simplification does not apply to wideband signals such as WiFi. Hence to implement interference cancellation, all we need is a tunable phase shifter and attenuator, which is programmed dynamically to emulate $H_{env}(\omega_c)$. The cancellation circuit would get a copy of the transmitted excitation signal as input, pass it through the phase shifter and attenuator which have been tuned to $H_{env}(\omega_c)$ and $|H_{env}(\omega_c)|$ respectively. Finally, the design subtracts it from the received signal at the reader to eliminate the self-interference. Note that this is a well known technique and is implemented in commercial readers today [15, 5].

Similarly, recovering $e^{j\theta(t)}$ becomes easy because $x(t)$ is a simple tone. To see why consider the following mathematical simplification after substituting $x(t)$ with a tone, $e^{j\omega_c t}$:

$$\{(x(t) * h_f(t)) * e^{j\theta(t)}\} * h_b(t) = H_f(\omega_c)\{e^{j\omega_c t} e^{j\theta(t)}\} * h_b(t)$$

Further simplification happens after down-conversion to baseband at the reader:

$$y_{tag}(t) = H_f(\omega_c)h_b(t) * e^{j\theta(t)},$$

which is a standard decoding problem on a linear time-invariant system with channel $H_f(\omega_c)h_b(t)$ and input $e^{j\theta(t)}$. Hence standard phase demodulation and decoding techniques can be applied to recover the original phase modulated data.

### 3.2 Why can’t we reuse the above design for BackFi?

The key difference between BackFi and conventional RFID backscatter is that BackFi aims to use standard WiFi signals as the excitation signal. So none of the above simplifications that came about because the excitation signal was a simple tone apply. In fact the self-interference cancellation and demodulation problems become significantly harder as we show below.

First, self-interference cancellation now has to eliminate a relatively wider band signal, not just a tone. The implication is that the self-interference cannot be modeled as a simple attenuation and phase shift applied to the original excitation signal. For WiFi signals that typically span 20–40 MHz or even more wider bandwidths, the frequency domain representation of the distortion introduced by the environment, $h_{env}$ is quite frequency selective. The practical implication is that a simple cancellation circuit that uses a programmable attenuator and phase shifter is not enough to cancel, in fact we need more sophisticated designs that can model the attenuation and phase shifts that happen over the entire bandwidth of the WiFi signal. Hence the traditional reader design for eliminating self-interference doesn’t apply.

Second, and more importantly, the decoding problem no longer reduces to a standard demodulation problem at the reader like it did with a tone. To see why, the reader is now trying to recover the phase $\theta(t)$ from the following received signal at the reader after down-conversion:

$$y_{tag}(t) = \{e^{j\omega_c t} x(t) * h_f(t)\} * h_b(t)$$

The above equation represents a time variant channel that transports the input $e^{j\theta(t)}$ into the output $y_{tag}(t)$, and the information that we are trying to decode is buried inside this time variant channel. The reason the channel term is time
varying is because the WiFi signal $x(t)$ is also acting as a channel distortion that is modifying $e^{j\theta(t)}$. Consequently standard decoding techniques designed for linear time invariant systems cannot be applied.

The main contributions of this paper are the design of self-interference cancellation and decoding techniques that can work when WiFi signals are used for backscatter. We also describe how BackFi ensures that it does not interfere with standard WiFi communication which the WiFi signal was originally created for.

4. DESIGN

BackFi uses ambient WiFi transmissions that are being sent by a WiFi AP to a standard WiFi client as the excitation signal. The tag receives the WiFi signal, modulates data on the received WiFi signal, and backscatters the signal to the AP. The architectural design of the BackFi tag is shown in Fig. 2. IoT sensor consists of BackFi tag and a sensor populating the data in the tag data memory unit.

4.1 The BackFi Link Layer Protocol

First, we describe how a BackFi AP activates and gets a BackFi tag to backscatter information. The protocol proceeds in two stages as described below.

How is the tag activated?
Whenever a BackFi AP transmits, if it is willing to receive backscatter communication, it follows a special protocol before transmitting the WiFi packet. Specifically, like in prior work [27], it transmits a CTS_to_SELF packet to force other WiFi devices to keep silent. Next it transmits a series of short pulses to encode a pseudo-random preamble sequence. If the preamble bit is one, then a pulse is transmitted and if its zero, no pulse is transmitted. The preamble is 16 bits long and each bit period lasts for a 1 µs. The preamble is meant to be the signal to the BackFi tag that the BackFi AP is willing to listen to backscatter transmissions. Note that a preamble can be unique to a particular BackFi tag that is connected to this BackFi AP and can be used to select which BackFi tag gets to backscatter at that instant. In such cases, a tag only backscatters when it detects the preamble meant for it.

A BackFi tag by default is in an energy saving sleep mode if it has no data to transmit. If it has sufficient data to transmit (potentially after a sensor has collected enough data), the tag wakes up and listens for its preamble from the BackFi AP. To listen and detect the preamble, the tag uses an energy efficient detector circuit. To build our preamble detector we leverage a large body of work done in low power wake up radio design [40][18][36][37]. These detectors work at power consumption between 98mW [40] to 7.5 µW [18], and can detect input signals with power between −41 dBm and −56 dBm. The design has an envelope detector, a peak finder, a set-threshold circuit and a comparator. The envelope detector removes the 2.4 GHz carrier frequency from the received signal and the peak detector detects and holds the peak amplitude of the received signal after envelope detection. The set-threshold circuit obtains the output of the peak detector and outputs half the amplitude as the threshold. Finally the comparator compares the signal after the output of the envelope detector with the threshold and outputs one bit whenever the received signal is greater than the threshold value and a zero bit otherwise. The comparator outputs a bit decision every microsecond, corresponding to the bit period in the preamble. Finally digital logic on the BackFi tag correlates the detected 16-bit long sequence over sliding windows with the known preamble associated with that tag, and if there is a match it activates the rest of the backscatter circuitry to begin modulation of its data.

![Figure 2](image-url)  
**Figure 2:** Architecture of the tag used in BackFi: Once the tag senses the WiFi excitation signal from the reader, it wakes up the modulation subsystem. The tag then reads the data to be uploaded and modulates it on the excitation signal by selecting discrete phase using the Backscatter Phase Modulator.

How does the tag modulate its data?

Fig. 4 shows the various timing events and packet format used by the BackFi tag. We will describe their functionality in detail later in this section, here we give a brief overview. Once the excitation energy is detected and the reader is identified (which lasts 16 µs), the tag goes into a silent period that lasts for another 16 µs. During this time the tag will suppress any backscatter transmission, which allows the reader to estimate the channels needed for self-interference cancellation as described in Sec. 4.2. After that the tag transmits its own preamble sequence for 32 µs that is known at the BackFi reader. Using this sequence the reader can estimate the channels it needs for decoding the backscatter data. This sequence is a pseudo random with very high autocorrelation, and is used by the reader to find the symbol timing from the tag.

The tag then sends its data payload by phase modulating the received signal. Specifically, let’s say the tag is using QPSK modulation, hence there are four symbols $[e^{j\theta_1}, e^{j\theta_2}, e^{j\theta_3}, e^{j\theta_4}]$ in the constellation map separated by 90 degrees on which two bits of information can be modulated. The tag reads the data that needs to be transmitted, picks out two bits at a time, maps it to the appropriate QPSK symbol and then multiplies the received excitation signal from the WiFi transmitter with the corresponding phase signal, $e^{j\theta_i}$, $i = 1 \ldots 4$ to modulate the data on to the WiFi signal. The specific circuit by which the phase modulation signal $e^{j\theta_i}$ is generated is a well studied problem and has been widely used in RFID.
tags [49]. Fig. 3 shows the detail of the RF phase modulator we use in the BackFi tag.

The phase modulator consists of several RF Single Pole Double Throw (SPDT) switches that are connected in a binary tree structure. These switches can pass incoming RF signal to one of the two ports. These switches can be controlled using digital signals and the tag uses the data to be modulated as the control signal for these switches. At the leaf of the switch tree, different lengths of RF traces are connected. These trace lengths are designed specifically to achieve the discrete phase shift required for the supported constellation. The number of SPDT switches is determined by the number of constellation points that are supported. For example, for BPSK only one switch is needed, for QPSK three switches are needed and for 16-PSK 15 switches are needed. Also, if the tag can support higher modulations, then all the lower modulations can also be supported. For example, the design in Fig. 3 can support 16-PSK, QPSK, and BPSK, by appropriately preventing some of the switches from toggling as shown in the figure.

To improve the performance of the link the tag also employs simple channel encoding using convolutional codes. The convolutional codes are powerful error correcting codes yet their encoders are very easy to implement using few standard digital components which incurs small energy penalty on the tag. For example, a rate $\frac{1}{2}$ convolutional encoders with constraint length of 7, will require 6 shift registers and 8 XOR gates.

**Tag Symbol Rate:** The BackFi tag also has a choice on the rate at which it will generate the phase modulation symbols by controlling the switching frequencies on the SPDT switches. The trade-off here is that higher frequencies consume more power and hence, the actual rate to use is a function of how much energy is available either via batteries or harvesting. In BackFi tags, this is a configurable parameter ranging from 0.01 megasymbols/second (MSPS) to 2.5 MSPS.

Next, the BackFi AP after receiving the phase modulated, backscattered signal proceeds to decode the tag’s data. As discussed in the previous section, the two key challenges here are wideband self-interference cancellation and time-varying decoding. We describe how BackFi addresses these challenges next. Note that the channel model of the signal received back at the reader with BackFi is exactly the same as standard RFID backscatter and has been derived in Eq. [3], the only difference of course is that $x(t)$ is the WiFi OFDM signal instead of a tone.

## 4.2 Self-Interference Cancellation

Like conventional RFID systems, the tag’s backscatter signal in BackFi is buried under strong self-interference. This interference stems from two sources: direct leakage from the AP’s transmit chain to the receive chain and from reflections of the WiFi transmission by non-tag objects in the environment. But unlike the single tone excitation signal in RFID, BackFi’s excitation signal is a wideband WiFi OFDM signal. Because of the wideband nature, scaling the excitation signal by a single attenuation and phase shift is not sufficient to model the self-interference. This is because different frequency components of the WiFi signal add constructively or destructively due to the multi-path effect which results in frequency dependent scaling and phase shifts. However, this problem has been studied extensively in recent years for designing full-duplex radios [12] where self-interference needs to be suppressed to be able to simultaneously listen to weak signals that are being received. The difference in BackFi from those scenarios is that the backscatter signal (which corresponds to the weak signal we want to receive) is a modified version of the transmitted signal, whereas in standard full duplex that is a completely independent signal originating from another sender. So BackFi leverages the recent work on full duplex, but modifies it appropriately to handle the fact that backscatter signals are highly correlated with the self-interference signal.

We briefly review the design of self-interference cancellation systems for completeness, but refer the reader to prior work [12] for a complete description. Self-interference cancellation systems first estimate the channel $h_{\text{raw}}(t)$ that the leaked and reflected signal have gone through before reaching back at the receiver. This estimated channel distortion...
is applied to a copy of the transmitted WiFi signal to recreate the self-interference accurately, and the distorted signal is then subtracted from the received signal to eliminate self-interference. The distortion application and subtraction happens in two stages, analog and digital. Analog cancellation is necessary to ensure that the receiver’s ADC is not saturated by self-interference which would drown out the weak backscatter signal before being received in baseband. Analog cancellation is implemented using a combination of RF FIR filters and couplers [12], but cannot completely eliminate self-interference due to the imprecision of analog components. Hence a second digital cancellation stage is employed after the signal is sampled by the receiver’s ADC to eliminate the residual self-interference. Digital cancellation is implemented via digital FIR filters. Fig. 5 shows the design.

If we directly apply the prior design, it will end up canceling parts of the backscatter signal too. The reason is that prior design aims to accurately estimate the non-linear transfer function that captures the relationship between the transmitted signal and the received signal [12]. But as we have shown in the previous section, the backscatter signal is actually a non-linear transformation of the transmitted signal. If naively applied, prior designs would end up canceling the backscatter signal too which would reduce the SNR and throughput of tag’s transmissions back to the reader.

To tackle this, BackFi’s link layer design ensures that during the channel estimation phase of self-interference cancellation, there is no backscatter transmission. Specifically, when a BackFi tag is excited by a WiFi transmission, they do not instantly start backscatter. Instead they employ a silent period of 16 µs as shown in Fig. 4 during which they do not backscatter, and only then start modulating their data on to the received signal and performing backscatter. We show experimentally that this small silent period is sufficient for the reader/AP to estimate the self-interference channel and perform cancellation for the rest of the WiFi packet. Since there is no backscatter during the channel estimation phase, self-interference cancellation does not model the backscatter reflections and therefore they are not affected by cancellation.

At this stage, the reader/AP is left with just the non-linear backscatter reflection from the tag, and its goal is to decode the data. We describe this step next.

### 4.3 Decoder Design of BackFi

As reviewed before, since the WiFi signal $x(t)$ is wide-band, the excitation signal received at the tag $z(t) = x(t) * h_f(t)$ cannot be considered as simple scaled and phase shifted version of $x(t)$ as with standard RFIDs. Hence after the removal of the self-interference, the residual signal at the reader after down-conversion to baseband is given by

$$y_{tag}(t) = \left( x(t) * h_f(t) e^{j\theta(t)} \right) * h_b(t).$$

Here, the signal $x(t)$ is the WiFi transmission that the reader is sending. This signal is wideband and varying but known to the reader. The channels $h_f$ and $h_b$ are the forward and the backward channels. These channels can be considered time invariant for the duration of the tag packet but are unknown. The goal is of course to recover the tag signal $e^{j\theta(t)}$ from the above equation. This is challenging because the tag signal is being modified by a time varying unknown channel, namely $x(t) * h_f(t)$. Contrast this with standard RFID decoding at the reader in Eq. (2) where the tag signal is being modified by a time-invariant channel since both $h_f(t)$ and $h_b(t)$ are time-invariant for the duration of the tag packet. We describe how BackFi tackles this time-varying decoding problem next.

#### 4.3.1 Estimating the forward/backward channels

First, the BackFi AP estimates the forward and backward channels, $h_f(t)$ and $h_b(t)$. We can assume these channels to be time invariant for the duration of the tag packet, hence to estimate them we use a standard communication technique: a preamble. Specifically, after the tag detects that it should transmit, it modulates a constant phase $e^{j\theta_{pre}}$ on the backscatter signal for a fixed period of 32µS. Thus during the preamble interval the received tag signal at the reader is given by

$$y_{pre}(t) = x(t) * [h_f(t) * h_b(t)].$$

Now since $x(t)$ is known, this becomes a standard channel estimation problem encountered in every communication system. We omit the details of the channel estimation technique and refer the reader to the vast amount of literature on this topic [38]. The channel estimation algorithm thus calculates the value of $h_f(t) * h_b(t)$.

Note that the above procedure only provides an estimate of the combined forward-backward channel, but not the individual channels. Hence the decoding step has to work only with the combined channel estimate.
4.3.2 Decoding the Tag Data

The final step is decoding the tag data itself. BackFi’s key insight here is the fact that symbol times for tag data are quite long due to the need to conserve energy at the tag. Specifically the tag modulates data by changing the phase term in $e^{j\theta(t)}$. Changing the phase is implemented by switching a transistor as described in Sec. 4.1. Transistor energy consumption scales linearly with switching frequency, hence tags use low rate switching frequencies. Typical transistor switching frequencies in tags are on the order of $0.5–2.5$ MHz in tags, hence the symbol period in a tag is between 500 – 2000 ns. How can we exploit this insight to decode the data?

Our observation is that the delay spread in a typical channel between the reader and the tag is far smaller than 500 ns. In other words the length of the channel is far smaller. Intuitively this is because typical distances between a reader and a tag are around 10 m, so even accounting for reflections the extra multipath delay spread is small. Hence a channel usually lasts for 50 – 80 ns. But the symbol period from the tag is much longer at 500 ns, hence for the duration of the channel, we can consider the tag signal to be an unknown constant $e^{j\theta_c}$. BackFi leverages this insight to decode, it looks at the part of the symbol period (with some guard periods at the start and end of the symbol time as shown in Fig. 6) and tries to find the value of the constant phase within that period.

Specifically, with a constant phase from time $t_1 - t_2$, we can rewrite the decoding equation at the reader as:

$$y(t) = (x(t) * [h_f(t) * h_b(t)])e^{j\theta_c} + N; t_1 \leq t \leq t_2$$  \hspace{1cm} (5)

Note that all the terms except $e^{j\theta_c}$ are known in the above equation. A natural next step might be to divide $y(t)$ by $x(t) * [h_f(t) * h_b(t)]$ but this works poorly because it will also divide the noise term in the above equation and in many scenarios amplify it.

To tackle this, we turn to an old trick in communication theory: maximal ratio combining. To see how this works it helps to write the above equation in the discrete domain (the representations are equivalent assuming sufficient sampling rate) as follows:

$$\hat{y}_{tag}[n] = e^{j\theta[n]} x_{n,L+M}^T h_b \hspace{1cm} \forall n \in [n_1, n_2]$$  \hspace{1cm} (6)

Here $L$ is the length of the forward channel, and $M$ is the length of the backward channel. The $x_{n,L+M}$ is a vector of length $L + M$ vector of the combined forward-backward channel and

$$x_{n,L+M} = [x_n \ldots x_{n+L+M-1}]^T$$

constructed using the excitation data $x[n]$, and we have assumed that the tag signal is constant for the period $[n_1, n_2]$. The above equation is simply a discrete version of Eq. 5 with the discrete convolution operation represented as dot product of vectors $x_{n,L+M}$ and $h_b$.

Notice that the tag signal is expressed in terms of the forward-backward channel that we have estimated earlier, and therefore individual estimates of the forward and the backward channel are not needed. Also note that the tag modulation is constant for $n_2 - n_1 + 1$ interval which is larger than $L + M$, this is restating the same insight that length of the forward and backward channels is much smaller than the symbol period of the tag. So we will have $n_1 + n_2 - L_M$ different values of $\hat{y}_{tag}[n]$ which contains information of the unknown but constant tag signal $e^{j\theta_c}$. We can leverage this fact to combine all these values to obtain the most likely value of $\theta_c$ that could have produced those sequence of observations of $\hat{y}_{tag}[n]$ over the period $[n_1, n_2]$ using maximal ratio combining (essentially the same as temporal diversity combining). Specifically MRC would use the following formula to estimate $\theta_c$:

$$\hat{\theta}_c = \frac{\sum_{n=n_1}^{n_2} \hat{y}_{tag}[n] \hat{y}_{tag}[n]}{\sum |\hat{y}_{tag}[n]|^2},$$  \hspace{1cm} (7)

where $\hat{y}_{tag}[n]$ is the expected tag backscatter signal without the modulation and can be computed as

$$\hat{y}_{tag}[n] = x_{n,L+M}^T h_b \hspace{1cm} \forall n \in [n_1, n_2],$$

and $\hat{\theta}$ is the complex conjugate operator. Essentially the different measurements of $\theta$ over that interval are weighted ap-
propriately and combined to produce the most likely estimate of $\theta_c$.

At this point, we have a robust estimate of the tag data for that symbol. The algorithm is repeated for all the symbols in the tag packet. There may still be decoding errors of the n-PSK symbols, which we can correct by using a standard channel code on top. In BackFi, we use a convolutional code at the tag to improve the link performance. The coding provides additional robustness and is decoded using a standard Viterbi decoder [38]. We omit the details for brevity.

5. IMPLEMENTATION

We build a prototype of both the AP and tag of BackFi system. We describe their implementation details below.

5.1 BackFi AP

The BackFi AP is implemented using WARP software radios. The WARP incorporates a standard 20 MHz WiFi baseband operating in the 2.4 GHz range. We also use the same implementation on a WARP board to work as a WiFi client in our experiments. Further the decoding logic for backscatter signals is also implemented in the WARP FPGA [7]. For self-interference cancellation, we reproduce the recent design on single antenna cancellation [12] [11].

5.2 BackFi Tag

The IoT sensor is designed to operate across the 2.4 GHz WiFi channels. The prototype uses a 2.4 GHz omni-directional antenna that can receive and backscatter WiFi signals and has a gain of 3 dBi. In our current prototype, logic implemented on a Kintex Kc705 board [6] supplies the data to be transmitted and configures the backscatter circuitry. This can be replaced with custom ASIC in a full design which would consumes significantly lower energy.

The backscatter circuitry implements two components on the uplink: the detector, and the modulator. The modulator implements BPSK, QPSK and 16-PSK modulation. The phase modulation is implemented using SP4T switches. We chose phase modulation instead of n-QAM because this will result in the least amount of RF signal degradation during the backscatter modulation.

5.2.1 Energy consumption efficiency metric

In order to compare various implementation choices for IoT sensor, traditionally Energy per Bit (EPB) measured in average joules of energy required to transmit one bit of information has been used as a metric for energy efficiency. However, EPB varies significantly with the implementation platform. For example, the EPB for an IoT sensor implemented using off-the-shelf discrete components can be orders of magnitude larger than the EPB for IoT sensor implemented in a sub-micron ASIC design. Even for the sub-micron ASIC designs, EPB varies significantly depending on the technology node chosen (say 65-nm CMOS node vs 45-nm CMOS node) and the design choices (low power sub-threshold CMOS design vs traditional strong inversion CMOS design). BackFi’s contribution is in showing how the EPB of an IoT sensor are related to each other for various communication parameters on a particular implementation platform.

For example, if an IoT sensor can choose BPSK or QPSK for communication, an interesting question may be, what is the relationship between the EPB of these two cases. While to the first order the EPB of these two cases should be the same and only the throughput should double going from BPSK to QPSK, a more detailed analysis shows that EPB is not the same for these two cases.

To understand why, let us refer to the architecture of the RF modulator as shown in Fig. [3]. While BPSK requires only one SPDT switch, the QPSK requires three SPDT switches with double the throughput, therefore the EPB of the modulator goes up by a factor of $\frac{3}{2}$. Likewise, for 16-PSK we need 15 SPDT switches, but the data rate improvement is only 4 times compared to the BPSK, therefore the relative EPB for modulator increases by a factor of $\frac{15}{4}$. Also, power consumption in IoT sensor has two major components, the first one is dynamic power resulting from the charging and discharging of capacitors in various sub-systems of the IoT sensor as digital logic is computed, and the second is static power which is either due to leakage, or due to constant current required by some of the analog components in the IoT sensor. Because of the static power, the EPB is also effected by the symbol rate of the IoT sensor as the device takes longer time to transmit the same amount of data. For example, an IoT sensor can reduce the symbol rate which results in the improved SNR at the BackFi from MRC, but at the same time the static power consumption of the circuits will increase thereby increasing the overall EPB.

In order to show the energy efficiency trade-offs associated with various choices offered by BackFi and to decouple them from the energy efficiency gained from actual choice of the implementation platform, we will present the remainder of the results using unit-less Relative Energy per Bit (REPB). We will first describe how energy consumption is modeled for our exemplary IoT sensor as shown in Fig. [3] and then show how we can compute its REPB for different parameter choices.

We have modeled the EPB of the tag by identifying the major power consumption modules of the IoT sensor architecture shown in Fig. [3]. The three major contributors for EPB of this design are: the RF modulator, the channel encoder and the memory. As discussed earlier, the EPB of RF modulator varies depending on the chosen modulation index because the ratio of bit rate to the number of SPDT switches varies as we change the modulation index. In our current energy model we have computed the static and dynamic EPB of RF modulation unit by appropriately scaling the data provided for an industry standard modulator, the Analog Devices ADG904 [1].

BackFi uses a convolutional encoder to reduce bit error rates (BER). The exact EPB contributed by the encoder circuit is a very small fraction of the total EPB required for communication because convolutional encoders with moderate constraint length (7 in BackFi) require only 6 shift registers and a few XOR gates to encode the IoT sensor data. But the major EPB contribution comes from the coding rate associated with the convolutional encoder. For example, a $\frac{1}{2}$ rate code will essentially double the EPB of the RF mod-
ulator because the IoT sensor will transmit twice the actual amount of data on the channel. Likewise, a rate $\frac{2}{3}$ code will bump the RF modulator’s EPB by a factor of $\frac{3}{5}$ and so on.

And finally BackFi also models the EPB associated with the memory read of the data in the IoT sensor. Because memory reads are performed for the sole purpose of backscattering the data to the BackFi’s reader, we believe it is very important to include the read energy associated with the memory element as part of the overall EPB. In our current energy model we have computed the static and dynamic EPB of the memory read by using data provided for Cypress Semiconductor CY62146EV30 [2].

Using the above energy modeling technique we can now compute the EPB required for a particular choice of communication parameters: channel code rate, symbol switching rate, modulation index

$$\text{EPB} = \text{EPB}_{\text{mem}} + \text{EPB}_{\text{mod}} + \text{EPB}_{\text{enc}}. \quad (8)$$

Here $\text{EPB}_{\text{mem}}$ is the EPB associated with the memory read inside the IoT sensor. This has two parts, the dynamic EPB that is dependent on the number of read operations per bit of data of IoT sensor, and the static part that is dependent on the symbol switching rate $T_s$.

$$\text{EPB}_{\text{mem}} = \text{EPB}_{\text{mem,read}} + P_{\text{mem,static}} \times T_s.$$  

Similarly, we can express the EPB associated with the convolutional encoder $\text{EPB}_{\text{enc}}$ and the modulator $\text{EPB}_{\text{mod}}$ with their constituent dynamic and static EPB.

In order to obtain the unit-less REPB, we use EPB for one set of such communication parameters as a reference and then divide the EPB for all the other choices with this reference EPB. In our current evaluation, we use $\frac{1}{2}$ rate code with BPSK modulation with symbol switching rate of 1 Mbps as reference communication parameters to compute the reference EPB. Based on the datasheets of the referred parts we computed the EPB for this reference case to be 3.15 pJ/bit.

Also, we have excluded the EPB associated with the energy detection logic as we believe their contribution to the overall EPB will be insignificant. The energy detector is based on prior work on wake up radio [40][31]. The power consumption of this detector is around 100 nW. The energy detection needs to be done once for every backscatter packet and lasts for 16 $\mu$s. A typical backscatter packet will have 1000 bits of information in it. Based on these information the EPB contributed by the detection logic is in femtojoules per bits which is practically negligible. The wake up radio can detect input signals as weak as $-41$ dBm, which provides sufficient range to wake up the tag radio even at a distance of 5 m from the AP. The same detection circuitry can be used to implement the downlink communication to the tag from the AP reader. The protocol for downlink communication has been described in prior work [27]. BackFi reuses this design for the downlink and provides similar throughputs of 20 Kbps. Since our focus in this work is on the up-link design we will evaluate it in detail in the next section by using REPB given by Fig. 8 as one of the metrics.

<table>
<thead>
<tr>
<th>Symbol switching rate</th>
<th>Metric</th>
<th>BPSK, 1/2 rate</th>
<th>BPSK, 2/3 rate</th>
<th>QPSK, 1/2 rate</th>
<th>QPSK, 2/3 rate</th>
<th>16PSK, 1/2 rate</th>
<th>16PSK, 2/3 rate</th>
</tr>
</thead>
<tbody>
<tr>
<td>10 kHz</td>
<td>REPB</td>
<td>29.2162</td>
<td>28.1984</td>
<td>31.2517</td>
<td>29.7250</td>
<td>40.4117</td>
<td>36.9591</td>
</tr>
<tr>
<td></td>
<td>Thrunp (Kbps)</td>
<td>5</td>
<td>6.67</td>
<td>10</td>
<td>13.33</td>
<td>20</td>
<td>26.66</td>
</tr>
<tr>
<td>100 kHz</td>
<td>REPB</td>
<td>3.5651</td>
<td>3.3333</td>
<td>4.0287</td>
<td>3.6810</td>
<td>6.1151</td>
<td>5.2458</td>
</tr>
<tr>
<td></td>
<td>Thrunp (Kbps)</td>
<td>50</td>
<td>6.67</td>
<td>100</td>
<td>133.33</td>
<td>200</td>
<td>266.66</td>
</tr>
<tr>
<td>500 kHz</td>
<td>REPB</td>
<td>1.2850</td>
<td>1.1221</td>
<td>1.6089</td>
<td>1.3860</td>
<td>3.0665</td>
<td>2.4952</td>
</tr>
<tr>
<td></td>
<td>Thrunp (Mbps)</td>
<td>25</td>
<td>5.33</td>
<td>5</td>
<td>6.7</td>
<td>1</td>
<td>1.33</td>
</tr>
<tr>
<td>1 MHz</td>
<td>REPB</td>
<td>1.00000</td>
<td>0.8468</td>
<td>1.3064</td>
<td>1.0766</td>
<td>2.6855</td>
<td>2.1109</td>
</tr>
<tr>
<td></td>
<td>Thrunp (Mbps)</td>
<td>5</td>
<td>0.67</td>
<td>1</td>
<td>1.33</td>
<td>2</td>
<td>2.67</td>
</tr>
<tr>
<td>2 MHz</td>
<td>REPB</td>
<td>0.8575</td>
<td>0.7086</td>
<td>1.1552</td>
<td>0.9319</td>
<td>2.4949</td>
<td>1.9367</td>
</tr>
<tr>
<td></td>
<td>Thrunp (Mbps)</td>
<td>1</td>
<td>1.33</td>
<td>2</td>
<td>2.67</td>
<td>4</td>
<td>5.33</td>
</tr>
<tr>
<td>2.5 MHz</td>
<td>REPB</td>
<td>0.8290</td>
<td>0.6810</td>
<td>1.1250</td>
<td>0.9030</td>
<td>2.4568</td>
<td>1.9019</td>
</tr>
<tr>
<td></td>
<td>Thrunp (Mbps)</td>
<td>1.25</td>
<td>1.67</td>
<td>2.5</td>
<td>3.33</td>
<td>5</td>
<td>6.67</td>
</tr>
</tbody>
</table>

Figure 7: Table provides BackFi tag’s relative EPB and corresponding data rate for different choices of modulation, coding and tag symbol switching rate.

6. EVALUATION

We evaluate BackFi’s design in an indoor environment in our lab with rich multi-path reflections and dense WiFi deployment. Our evaluation reveals the following:

- BackFi provides three orders of magnitude higher throughput, an order of magnitude higher range compared to the best known WiFi backscatter system [27][25]. Specifically BackFi can provide a throughput of 5 Mbps at 1m range and a throughput of 1 Mbps at 5 m range from the BackFi AP.
- BackFi’s throughput and range are comparable to traditional RFID platforms such as Ekhonet [55]. The key benefit of course is that BackFi is a WiFi backscatter system and does not need dedicated reader infrastructure or frequency spectrum.
- BackFi has negligible (less than 5%) impact on the standard WiFi network’s throughput even when the IoT sensor is concurrently backscattering WiFi signals.

6.1 Throughput, Range, and REPB

First, we evaluate the trade-off between throughput, distance, and REPB for BackFi. For any given distance, BackFi can deliver a set of throughputs by picking the appropriate combination of symbol switching rate, modulation, and coding rate. Each choice of symbol switching rate and modulation has a different throughput as well as different REPB as described in Section 5.2.1. Fig. 7 shows the REPB and throughput for every combination of symbol switching rate, modulation, and coding rate. The EPB for each of the these entries can be calculated simply by multiplying REPB and EPB of the reference parameters ( BPSK, 1/2 rate with symbol switching rate of 1 MHz).

Note that while throughput monotonically increases from left to right in the table, REPB does not. For example, at an IoT sensor symbol switching rate of 1 MSPS, going from (QPSK, 1/2) to (QPSK, 2/3) results in a decrease in REPB. The reason is that energy needed to switch from 1/2 rate to 2/3 rate is not significant compared to the other energy contributions for this technology node and the increased throughput causes the REPB ratio to decrease. However, if at a certain range if the link SNR is such that both (QPSK, 1/2) and (QPSK, 2/3) encoded backscatter signals can be decoded at
the reader, then BackFi would never use (QPSK, 1/2). The rate adaptation algorithm would always pick the modulation, coding rate and symbol switching rate combination with the lowest REPB since the most precious resource here is energy, whether it comes from harvesting or batteries.

Next, we evaluate the throughput and range performance in our testbed. For these experiments we use our WARP based BackFi implementation for the BackFi AP to decode the IoT sensor’s backscatter signals. The BackFi AP and the WiFi client are placed such that the maximum WiFi bit rate is 54 Mbps. They are configured to run on WiFi channel-6 in the 2.4 GHz range. The results for other WiFi channels are similar and not presented due to lack of space.

**Impact of Range on Throughput:** The BackFi’s IoT sensor is placed at distances ranging from 0.5 m to 7 m. For each distance, we cycle the IoT sensor through all combinations of symbol switching rates and modulations, and then calculate throughput for combinations that can be decoded at the reader. In each iteration of the experiment, the BackFi’s AP reader transmits 1 to 4 ms long packet at 24 Mbps bitrate including the backscatter start sequence as discussed in Sec. 4.1. The IoT sensor backscatters for the entire duration of the packet and stops when its detection logic signals the end of the transmission. We repeat the experiment 20 times at each combination of distance and BackFi throughput. Fig. 8 plots the maximum throughput achieved as a function of range for two different preamble duration of 32 µs and 96 µs.

**Results:** As we can see, BackFi is able to achieve a maximum throughput of around 6.67 Mbps at a distance of 50 cm. For more practical ranges, BackFi achieves a throughput of 1 Mbps at a distance of 5 m and around 5 Mbps at a distance of 1 m. This performance is three orders of magnitude better in throughput at the same range as compared to the best known WiFi backscatter system [27, 25]. Note, at 7 m the increased preamble duration of 96 µs shows a 10× increase in the throughput. This is due to the fact that a shorter preamble results in an inaccurate estimate of the forward-backward channel which limits the SNR of the backscattered signal. Hence, for 32 µs preamble, the IoT sensor compen-

**Figure 8:** Relationship showing range of BackFi and maximum possible data rate possible for two different training times. At 7 meter, if we increase the preamble duration from 32 µsec to 96 µsec, it provides 10× improvement in the throughput.

To analyze the energy efficiency that BackFi link achieves for different combinations of throughput and range, we plot REPB as a function of throughput achieved for different ranges in Fig. 9. To read this graph, note that for every value of range we studied (0.5 m, 1 m, 2 m, 4 m, 5 m), we have a different curve (with a different color). Now for each particular range, we check what combinations of tag symbol rate, modulation and coding rates employed at the tag can be successfully decoded at the BackFi AP. For each throughput, we look up all combination that achieve it, and their REPB from Table 7 and choose a minimum REPB and plot it for that range. Fig. 10 shows that for a given range, throughput increases are obtained by either increasing the symbol switching rate, moving to a denser modulation or higher coding rate or some combination of all three. Each one of these increases energy consumption as expected, which leads to the step increases in REPB. Of course certain throughputs simply cannot be supported at a given range because the link’s SNR is not strong enough to decode the data. The vertical line indicates the maximum throughput that can be achieved for a given distance between the tag and the BackFi’s reader. Hence we see the curves stopping after a certain throughput for different ranges. Overall REPB lies between 0.5 to 3 for most combinations.

Next, we plot how REPB changes as a function of range assuming we want the same throughput. For this experiment we pick two throughputs, 1.25 Mbps and 5 Mbps, for which we want to optimize the communication link. For each value of range, we pick the combination of tag symbol rate, modulation and coding rate that can achieve those throughputs if there are any. Among the possible combinations we pick the one with the lowest REPB and plot it for that range. Fig. 10 shows the REPB as function of range for these two throughputs.
has two key components: self-interference cancellation and the decoding algorithm. We try to shed light on the impact of each component on BackFi’s performance.

**Impact of self-interference cancellation:** This component helps eliminate the unwanted leakage and environmental reflections from reducing the backscatter signal’s SNR. Any uncanceled interference directly acts as noise to the backscatter signal and reduces throughput. To evaluate its impact we measure the SNR for the backscatter link at the reader and compare it to what the SNR would have been if cancellation was perfect. The experiment is conducted by placing the BackFi AP and the IoT sensor at 30 different locations in the testbed. For each location, we do ten runs where during each run we let the BackFi IoT sensor backscatter a known packet and measure the forward and backward channels from the tag using a vector network analyzer. In this scenario the VNA acts as the BackFi AP and is being used so that we can measure the channels accurately for comparison. Next we perform the actual backscatter communication with a BackFi AP and decode the data after self-interference cancellation. We also compute the SNR of the demodulated phase modulated symbols from the tag and compare it to the SNR predicted by the channel measurement from the VNA. We plot these two SNR values for each run and each location as a scatter plot in Fig. 11(a). As we can see cancellation works well, the median degradation in SNR is less than 2.3 dB. This is consistent with earlier self-interference cancellation results from prior work which report a self-interference residue of 1.7 dB after cancellation.

**Impact of Symbol Time and MRC:** The second component of BackFi’s decoder at the BackFi AP is the algorithm for dealing with the time-varying decoding problem. The algorithm has two key components: exploiting the larger symbol times from the tag packet to make an approximation that the channel can be converted into a simplified time invariant system and then apply MRC to solve it. MRC helps amplify the SNR of the signal by combining signal energy across time appropriately. Hence the key factor here is the tag symbol period which is inversely proportional to the tag symbol rate. To show the impact we plot the BER vs tag symbol rate for two modulations and a fixed coding rate of 1/2. The expectation is that as the tag symbol rate decreases and symbol time increases, the MRC gain will drive the BER down like a waterfall curve. Fig. 11(b) plots the BER as a function of decreasing tag symbol rate. As we can see, for this particular placement of AP and tag, at the highest tag symbol rate the BER is high between $10^{-2}$ and $10^{-5}$. As tag symbol rate decreases, the time diversity gain from MRC kicks in and BER drops down to between $10^{-4}$ and $10^{-5}$. This technique essentially points out the trade-off between throughput and range and why it exists.

### 6.3 Performance in typical WiFi Networks

BackFi tags only backscatter data when the WiFi reader is transmitting and they are activated by the reader with the activation sequence. The best candidate for the WiFi reader device is clearly the AP since it is likely the most dominant transmitter in a typical network. Nevertheless, in a typical network that is fully loaded (i.e. there is always outstanding traffic to transmit from the AP or a client), the AP will be transmitting a fraction of the time which would imply that the BackFi link would also be active for the same fraction. We evaluate the throughput BackFi can provide under such typical network conditions.

To conduct this experiment, we took traces from open source data. The traces are captured for a wide variety of scenarios for heavily loaded networks. If an AP is not loaded and there is a lot of idle channel time, then a BackFi AP can initiate backscatter communication anyway by sending dummy packets just for that purpose. Hence the interesting case is when the network is loaded and backscatter opportunities are limited due to contention.

Next, we filter the traces to only contain AP transmissions and replay the collected trace using our WARP based BackFi AP implementation to simulate the same traffic conditions.
In other words, in our emulated experiment the WARP radio only transmits when the corresponding AP transmitted in the collected trace. We place a BackFi tag at a fixed distance of 2 m from the BackFi AP. We also activate the tag only at the times the AP is transmitting. We repeat this experiment for each AP we captured traces for, a total of 20 different APs. For each replay, we calculate the average throughput obtained by the BackFi link. Fig. 12(a) plots the CDF of these throughputs.

As we can see, in a loaded network, the BackFi link can obtain a median throughput of 4 Mbps. For a range of 2 m, the optimal throughput when the BackFi AP is continuously transmitting an excitation signal is 5 Mbps, hence this amounts 80% of the optimal throughput under realistic WiFi network conditions. The above number can be improved further if more WiFi devices have BackFi functionality. Specifically the above experiment assumed that only the AP has BackFi functionality. However if we can integrate the same into our laptops and smart-phones and turn them into gateways for BackFi links, then the BackFi link can be active for larger fractions of time.

6.4 Impact on the WiFi Network

A natural question is whether BackFi affects the performance of the WiFi network itself when the AP is doubling up as a WiFi backscatter reader. Specifically, one might imagine that the tags backscatter signals could propagate to the actual WiFi client which is the destination of the transmission from the AP and act as interference.

To quantify what impact one might see in a general WiFi network, we place the BackFi AP and ten clients at random locations in the testbed. Next we place the tag at increasing distances from the AP and calculate the WiFi throughput with and without an active BackFi tag. We repeat this experiment for 30 different configurations of the AP and the clients. We plot the throughputs with and without an active BackFi tag for different ranges between the BackFi AP and the tag in Fig. 12(b). The results confirm the previous benchmark, essentially when the tag and the AP reader are extremely close (between 0.25 – 0.5m), there is a small impact on network throughput of less than 10%. Otherwise the normal WiFi network performance is negligibly affected since the backscatter signals are so weak.

6.5 Micro-benchmark Impact on WiFi

We now evaluate the worst case scenario for the WiFi client. This corresponds to the case where the tag is very close to the AP (at a distance of 0.25m) because in this case the backscatter signals would be the strongest. Next we take a single WiFi client and place it at different distances so that we achieve each of the different rates of WiFi. Now for each WiFi bitrate, we evaluate the PHY layer throughput achieved with and without a BackFi tag being active. Fig. 13 plots the CDF of WiFi throughputs achieved for this link with and without a BackFi tag active. As we can see, the effect is minimal. The only case where there is a noticeable difference is when the WiFi AP and the client are using the highest bitrate of 54 Mbps where small decreases in SNR (as shown in Fig. 13(b) can force the WiFi AP to occasionally switch to lower bitrates.

7. CONCLUSION AND FUTURE WORK

BackFi provides a high throughput, sufficient range and a low power backscatter communication link using ambient WiFi signals. BackFi’s range and throughput can be enhanced further with the use of multiple antennas at the WiFi APs since multiple antennas at the AP provides additional diversity combining gain. We can incorporate multiple antennas at the AP with minimal changes in BackFi’s link layer protocol. Specifically, each transmit antenna would need a silent slot to eliminate the environmental component corresponding to that antenna. We could exploit existing WiFi MIMO packet structure for estimating the environment as it has preamble slots where only one transmit antenna is active. We can then perform MRC combining for the signals received across space from multiple antennas, providing BackFi with better SNR.

We believe, the combination of performance and piggybacking on existing signals demonstrated by BackFi can bring us closer to the vision of ubiquitous RF powered computing.
and communication gadgets in the physical world. However, much work remains in realizing this vision, including designing protocols to manage a network of BackFi tags connected to an AP and designing techniques to figure out how to balance sensing, computing and communication needs within a constrained energy budget. This continues to be our future work.
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