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Abstract
We present a new general technique for protecting clients in distributed systems against Remote-Mate-at-the-end (R-MATE) attacks. Such attacks occur in settings where an adversary has physical access to an untrusted client device and can obtain an advantage from tampering with the hardware itself or the software it contains.

In our system, the trusted server overhauls the untrusted client’s analytical abilities by continuously and automatically generating and pushing to him diverse client code variants. The diversity subsystem employs a set of primitive code transformations that provide an ever-changing attack target for the adversary, making tampering difficult without this being detected by the server.

1. Introduction
Remote-Mate-at-the-end (R-MATE) attacks occur in settings where an adversary has physical access to a device and compromises it by tampering with its hardware or software. Remote-Mate-at-the-end (R-MATE) attacks occur in distributed systems where untrusted clients are in frequent communication with trusted servers over a network, and malicious users can get an advantage by compromising an untrusted device.

To illustrate the ubiquity of R-MATE vulnerabilities, consider the following four scenarios. First, in the Advanced Metering Infrastructure (AMI) for controlling the electrical power grid, networked devices called “smart meters” are installed at individual households to allow two-way communication with control servers of the utility company. In an R-MATE attack against the AMI, a malicious consumer tampers with the meter to emulate an innocent household, or to trick a control server to send disconnect commands to other customers [2]. Second, massive multiplayer online games are susceptible to R-MATE attacks since a malicious player can tamper with the game client to get an advantage over other players [1]. Third, wireless sensors are often deployed in unknown environments such as theaters of war where they are vulnerable to tampering attempts. A compromised sensor could be co-opted into supplying false observations to a base station, causing real-world damage. Finally, while electronic health records (EHR) are typically protected by encryption while stored in databases and in transit to doctors’ offices, they are vulnerable to R-MATE attacks if an individual doctor’s client machine is compromised.

1.1 Overview
In each of the scenarios above the adversary’s goal is to tamper with the client code and data under his control. The trusted server’s goal is to detect any such integrity violations, after which countermeasures (such as securing connections, legal reenact, etc.) can be launched.

Security mechanisms. In this paper we present a system that achieves protection against R-MATE attacks through the extensive use of code diversity and continuous code replacement. In our system, the trusted server continuously and automatically generates diverse variants of client code, pushes these code updates to the untrusted clients, and installs them as the client is running. The intention is to force the client to continuously analyze and reanalyze incoming code variants, thereby overwhelming its analytical abilities, and making it difficult for him to tamper with the continuously changing code without this being detected by the trusted server.

Limitations. Our system specifically targets distributed applications which have frequent client-server communication, since client tampering can only be detected at client-server interaction events. Furthermore, while our use of code diversity can delay an attack, it cannot completely prevent it. Our goal is therefore the rapid detection of attacks: applications which need to completely prevent any tampering of client code, for even the shortest length of time, are not suitable targets for our system.

To see this, consider the following timeline in the history of a distributed application running under our system:

The $e_i$ are interaction events, points in time when clients communicate with servers either to exchange application data or to perform code updates. At time $t_1$, the client tampers with the code under his control. Until the next interaction event during interval $I_1$, the client runs automatically, and the server cannot detect the attack. At time $t_2$, after an interval $I_2$ consisting of a few interaction events, the client’s tampering has caused it to display anomalous behavior, perhaps through the use of an outdated communication protocol, and the server detects this. At this point, finally, the server issues a response, perhaps by shutting...
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### A Catalog of Research Artifacts for Computer Science

FindResearch.org aims to catalogue research that is essential for repeating the research (e.g., code and data). Complete results pending while our site is being indexed.

#### Find research artifacts by publication venue

<table>
<thead>
<tr>
<th>Publication Venue</th>
<th>Year 16</th>
<th>Year 15</th>
<th>Year 14</th>
</tr>
</thead>
<tbody>
<tr>
<td>ACM Architectural Support for Programming Languages and Operating Systems, ASPLOS</td>
<td>2016 (20)</td>
<td></td>
<td></td>
</tr>
<tr>
<td>ACM Computer and Communications Security, CCS</td>
<td>2016 (68)</td>
<td>2015 (52)</td>
<td>2014 (22)</td>
</tr>
<tr>
<td>ACM Hypertext and Social Media, HT</td>
<td>2016 (6)</td>
<td>2015 (3)</td>
<td>2014 (9)</td>
</tr>
<tr>
<td>ACM Information Retrieval, SIGIR</td>
<td>2016 (62)</td>
<td>2015 (17)</td>
<td></td>
</tr>
<tr>
<td>ACM International Conference on Embedded Software, EMSOFT 2016</td>
<td>2016 (2)</td>
<td></td>
<td></td>
</tr>
<tr>
<td>ACM International Conference on Management of Data, SIGMOD</td>
<td>2016 (41)</td>
<td>2015 (27)</td>
<td></td>
</tr>
<tr>
<td>ACM Internet Measurement Conference, IMC</td>
<td>2016 (16)</td>
<td></td>
<td></td>
</tr>
</tbody>
</table>

- **79 conferences**
- **8721 articles**
- **20,675 unique authors**
- **28,097 survey emails sent**
# ACM Principles of Programming Languages, POPL 2017

<table>
<thead>
<tr>
<th>Title/Authors</th>
<th>Research Artifacts</th>
<th>Details</th>
</tr>
</thead>
<tbody>
<tr>
<td><strong>Serializability for eventual consistency: criterion, analysis, and applications</strong></td>
<td><img src="http://ecracer.inf.ethz.ch/" alt="Research Artifacts" /></td>
<td>Author Comments:</td>
</tr>
<tr>
<td>Lucas Brutschy, Dimitar Dimitrov, Peter Müller, Martin T. Vechev</td>
<td><img src="http://ecracer.inf.ethz.ch/" alt="Artifact evaluation badge awarded" /></td>
<td>Discussion Comments: 0</td>
</tr>
<tr>
<td></td>
<td></td>
<td>Sharing: Research produced artifacts</td>
</tr>
<tr>
<td></td>
<td></td>
<td>Verification: Authors have verified information</td>
</tr>
<tr>
<td><strong>Deciding equivalence with sums and the empty type</strong></td>
<td><img src="http://ecracer.inf.ethz.ch/" alt="Research Artifacts" /></td>
<td><img src="http://ecracer.inf.ethz.ch/" alt="Verification: Author has not verified information" /></td>
</tr>
<tr>
<td>Gabriel Sudan</td>
<td><img src="http://ecracer.inf.ethz.ch/" alt="Artifact evaluation badge awarded" /></td>
<td><img src="http://ecracer.inf.ethz.ch/" alt="Sharing Comments" /></td>
</tr>
<tr>
<td></td>
<td></td>
<td>Verification: Author has not verified information</td>
</tr>
<tr>
<td><img src="http://ecracer.inf.ethz.ch/" alt="A seminar" /></td>
<td><img src="http://ecracer.inf.ethz.ch/" alt="Artifact evaluation badge awarded" /></td>
<td><img src="http://ecracer.inf.ethz.ch/" alt="Sharing Comments" /></td>
</tr>
<tr>
<td><img src="http://ecracer.inf.ethz.ch/" alt="Shin-ya Kajita" /></td>
<td><img src="http://ecracer.inf.ethz.ch/" alt="Artifact evaluation badge awarded" /></td>
<td><img src="http://ecracer.inf.ethz.ch/" alt="Verification: Authors have verified information" /></td>
</tr>
<tr>
<td><strong>Exact Bounded Error Reporting</strong></td>
<td><img src="http://ecracer.inf.ethz.ch/" alt="Research Artifacts" /></td>
<td><img src="http://ecracer.inf.ethz.ch/" alt="Discussion Comments" /></td>
</tr>
<tr>
<td>Chung-chien Shan, Norman Ramsey</td>
<td><img src="http://ecracer.inf.ethz.ch/" alt="Artifact evaluation badge awarded" /></td>
<td><img src="http://ecracer.inf.ethz.ch/" alt="Sharing Comments" /></td>
</tr>
<tr>
<td></td>
<td><img src="http://ecracer.inf.ethz.ch/" alt="Artifact evaluation badge awarded" /></td>
<td><img src="http://ecracer.inf.ethz.ch/" alt="Verification: Authors have verified information" /></td>
</tr>
<tr>
<td><strong>Intersection type calculi of bounded dimension</strong></td>
<td><img src="http://ecracer.inf.ethz.ch/" alt="Research Artifacts" /></td>
<td><img src="http://ecracer.inf.ethz.ch/" alt="Discussion Comments" /></td>
</tr>
<tr>
<td>Andrej Dudenhefner, Jakob Rehof</td>
<td><img src="http://ecracer.inf.ethz.ch/" alt="Artifact evaluation badge awarded" /></td>
<td><img src="http://ecracer.inf.ethz.ch/" alt="Sharing Comments" /></td>
</tr>
<tr>
<td></td>
<td><img src="http://ecracer.inf.ethz.ch/" alt="Artifact evaluation badge awarded" /></td>
<td><img src="http://ecracer.inf.ethz.ch/" alt="Verification: Authors have not verified information" /></td>
</tr>
</tbody>
</table>

- Verified articles: 813 (9%)
- Articles with shared artifacts: 521 (6%)
- Unable to share: 108
This is a great project - keep up the good work, folks!
We’d like to help by providing the information you need for our conference!
I think they might be spying on my computer!
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- What to Share?
- How to Package?
- Where to Host?
Your colleagues may need access to an artifact for many different reasons:

- They may want to read the source code to better understand your paper.
- They may want to rerun the experiments you present in your paper to ensure you got things right.
- They may want to build upon and extend your work.
- They may want to compare your results to their own.
- They may want to run different experiments on your code, or run the same experiments you ran but on different data sets.
To ensure *repeatability* provide all the

- sources
- makefiles
- external libraries
- instructions for proof assistants
- data sets
- installation instructions
- scripts to run experiments

that went into producing the results reported on in the final, published, paper.
To ensure *longevity*, future-proof by including all libraries.

Will `apt-get abclib/1.2.3` work in 5 years?
To ensure identical binaries are built, precisely document software you can’t include:

- **Name:** abclib
- **Version:** 1.2.3
- **Location:** http://abclib.org

Make sure you have installed on your machine

- git
- a recent version of GCC (version 4.7 or higher)
- flex (version 2.5 or higher)

Beware of overloaded package names!
To ensure a *clear mapping* between paper and artifact, provide

- A permanent package (zip-file, virtual machine, container), or
- A "tagged" version of a public repository

### Downloads

- Source code (zip)
- Source code (tar.gz)
2nd Law of Artifact Sharing

If you can’t find which artifact goes with the final published version of a paper, if you don’t have every single bit of that artifact, if you don’t know the exact environment in which experiments were run, you ain’t got nothing.
To ensure availability, host on github, amazon, azure, ...

18 verified papers with shared artifacts appear to have broken links (3%)
Abstract
We present a new general technique for protecting clients in distributed systems against Remote-Malleable-end (R-MATE) attacks. Such attacks occur in settings where an adversary has physical access to an untrusted client device and can obtain an advantage from tampering with the hardware itself or the software it contains.

In our system, the trusted server overwrites the untrusted client's analytical abilities by continuously and autonomically generating and pushing to him diverse client code variants. The diversity significantly alleviates a set of primitive code transformations that provide an ever-changing attack target for the adversary, making tampering difficult without this being detected by the server.

To ensure colleagues can ask questions use permanent email addresses

1. Introduction
Man-at-the-end (MATE) attacks occur in settings where an adversary has physical access to a device and can compromise it by tampering with its hardware or software. Remote-malleable-end (R-MATE) attacks occur in distributed systems where untrusted clients are in frequent communication with trusted services, a central server, and communities using analytics. This advantage is compromised using untrusted devices.

To illustrate the ubiquity of R-MATE vulnerabilities, consider the following example. The Advanced Metering Infrastructure (AMI) for controlling the electrical power grid, can be seen by networks of smart meters. Smart meters can be tampered with by an attacker to eat into system security, or to trick a trusted server to send incorrect commands to others. Smart grids today, massive system offering services are susceptible to R-MATE attacks since a malicious user who tampers with the grid can gain advantage over other players. The grid’s security vulnerabilities are often deployed in insecure environments (such as the ones of smart meters) where the grid is vulnerable to tampering attempts. As compromised meters can be coached into supplying the wrong observations to a business, causing mistrustworthy damage. Finally, while electronic health records (EHRs) are typically protected by encryption while stored in databases and in transit to doctors’ offices, they are vulnerable to R-MATE attacks if an individual doctor’s client machine is compromised.

• 2,591 emails bounced (9%)
• 5440 authors without an email address (21%)
• 854 articles without any email addresses (13%)
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My code is on github, what more do you want???
It’s impossibly hard to make a perfect package to share, so why bother?

The perfect is the enemy of the good
If you force sharing for publication, industrial labs can’t publish, so let’s make sharing optional.
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• publish the next paper
• ensure my students get jobs
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3rd Law of Artifact Sharing

The root of the scientific reproducibility problem is sociological, not technological: we do not produce solid artifacts or attempt to replicate the work of our peers because there is little professional glory to be gained from doing so.
Nobody will look at it and you will have wasted your time.

Publishing code is a rather thankless task. Anyone who looks at it will see that it perfectly matches the paper's specification (except for being MUCH harder to read) and won't have learned anything.

Someone will try to use it, run into some kind of trouble, and bother you with annoying questions. Someone will catch some trivial bug, approximation, or limitation and use it to cast doubt on your results. Some professor will convince a naive first-year student to use your code as a starting point for their experiments and you will have contributed to that poor student's misery and anguish.

Publishing code is a rather thankless task.
Still, it’s in the best traditions of science to give our colleagues all the ammunition they need to falsify our results. Thus, science ⇔ sharing.

On the Importance of being Transparent
Questions?