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ABSTRACT

Creating and maintaining cloud infrastructure via “DevOps
programs” is essential to using the cloud. However, develop-
ing and testing the DevOps programs requires resource pro-
visioning in the cloud, which is time-consuming and costly.
Cloud emulators seek to enable high velocity development by
emulating cloud-level APIs to DevOps programs, enabling
frictionless testing locally without going through the cloud.
However, developing these emulators today is tedious and
error-prone: engineers need to digest extensive documenta-
tion, and hand-craft emulation logic for each service and
service interactions. We make a case for a fundamentally
different approach: to “learn” emulation logic from cloud
documentation via automated code synthesis. We observe
that this task is particularly amenable to Al automation, and
that we can constrain the code generation using principled
abstractions for accurate synthesis at scale. We report our
preliminary findings and discuss new opportunities that our
approach will enable. check
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1 INTRODUCTION

As cloud computing gains popularity, DevOps engineering
has become an essential task. DevOps engineers create and

This work is licensed under a Creative Commons Attribution 4.0 International
License.

HotNets °25, November 17-18, 2025, College Park, MD, USA

© 2025 Copyright held by the owner/author(s).

ACM ISBN 979-8-4007-2280-6/25/11
https://doi.org/10.1145/3772356.3772404

tUniversity of California, Berkeley

maintain resources for a cloud infrastructure; and to achieve
scalable management, they do this programmatically using
cloud development frameworks [4, 9, 10]. These programs
eventually invoke low-level APIs [5, 12] exposed by providers
to manipulate cloud resources (e.g., creating virtual machines
or gateways). Like any other program, DevOps programs
need to be tested and debugged before deployment ; however,
testing against the cloud is expensive [14], and resource provi-
sioning can be time-consuming. Prices and provisioning time
can further increase for resources in high demand [50].

To enable no-risk, no-cost, and high-velocity cloud develop-
ment, cloud emulators [6, 8, 11] are quickly gaining traction.
Emulators mimic the cloud by exposing identical API inter-
faces to DevOps programs and simulating their execution in a
mock environment, providing a lightweight backend without
going through the real cloud. In order to emulate a resource
(e.g., VM), emulator developers sift through cloud documen-
tation, identify target APIs, and handcraft the mockup logic
based on their understanding of the expected behavior. Inter-
dependent resources (e.g., VM is associated with Subnet and
VPC) further need to be emulated in relation to each other.

While this is a laudable effort, existing practices of em-
ulator development cannot catch up to the complexity and
dynamicity of the cloud ecosystem. For instance, AWS alone
provides 240 services [2], and a service can expose up to 200
APIs; Azure and GCP exhibit a similar level of complexity.
Market competition means that providers often add new ser-
vices and upgrade existing ones, making the cloud a moving
target [13]. Each cloud provider also features a different set
of services and APIs, and more players are entering the cloud
market (e.g., Oracle, Alibaba). Tenants often construct multi-
cloud deployments to use best-of-breed features [20]; as a
result, DevOps testing needs to emulate each of the clouds.
Hence, manual emulator development—a tedious process that
needs to be repeated for each provider—will be increasingly
difficult. The stark reality is that even the most advanced em-
ulator [6] today only covers 95 out of over 240 AWS services,
and only with partial API coverage for these services; and no
mature multi-cloud emulators exist to our knowledge.

In this paper, we make a case for a new approach to build-
ing cloud emulators—by "learning" emulation logic from
cloud documentation through automated code synthesis. We
observe that publicly available cloud documentation provides
a treasure trove of information. No matter how complex a


https://doi.org/10.1145/3772356.3772404
https://creativecommons.org/licenses/by/4.0/legalcode
https://creativecommons.org/licenses/by/4.0/legalcode
https://creativecommons.org/licenses/by/4.0/legalcode
https://doi.org/10.1145/3772356.3772404

HotNets '25, November 17-18, 2025, College Park, MD, USA

cloud’s services may be, their usage and behavior is often de-
scribed in painstaking detail by the cloud provider. This is fun-
damental to the cloud’s business model, as providers need to
sufficiently describe their interfaces to the tenants. The incen-
tives are strong for providers to comprehensively document
their services and keep the information up to date. Therefore,
at least in principle, we should be able to develop “learned
emulators” that read cloud documentation using Large Lan-
guage Models (LLMs) and generate emulation code for the
described behavior automatically. This new kind of emulators
will potentially not only achieve higher service coverage, but
can also easily adapt to service changes, and generalize across
cloud providers without multiplying the engineering effort.

We aim to enable this by designing an Al agent that mim-
ics the workflow of a (human) emulator developer: digesting
swaths of information from documentation, coding emulation
logic for each resource and its interactions, detecting incor-
rect API invocations from buggy DevOps programs, returning
useful error logs for DevOps troubleshooting, and finally, test-
ing the emulator against the actual cloud to find and close
any gaps. Obviously, this is a challenging task, not least be-
cause LLM may hallucinate and generate arbitrarily buggy
emulation code. However, we observe that cloud emulation
logic follows a highly-structured style—we can view each
resource as a state machine (hereby referred to as SM), where
transitions are triggered by API invocations and may further
affect the states and transitions of other resources. Through
this formal model, we can impose aggressive constraints on
code generation for high assurance.

From cloud documentation, we insist that the LLM articu-
late its knowledge using the abstraction of a hierarchy of state
machines. Each SM can only perform transitions encoded
in the documentation (e.g., creation, deletion, and updates).
The hierarchy enables capturing resource containment rela-
tions (e.g., VM and Subnet are contained by their parent
VPC), which scope the impact of SM operations; these can
be likewise extracted from the documentation, as correctness
checks: e.g., resource creation APIs should not be allowed
to delete their parent resources; resource deletion must en-
sure that all children have been reclaimed. By targeting this
narrow abstraction, we can drastically narrow the range of
errors in an otherwise unfettered generation. Additional Al
techniques [25, 43] can further ensure that generated outputs
comply to a specified grammar. The SMs serve as an “exe-
cutable specification,” whose instructions are interpreted by
an emulator framework that we will build as a one-time effort.
Cloud changes can be captured by re-executing this process
periodically against the latest documentation versions.

Aligning the behavior of this synthesized emulator to the
actual cloud presents another interesting challenge. Thanks
to the above abstraction, we can symbolically execute the
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Table 1: The coverage of existing emulator (Moto) is low,
even for critical resources like Network Firewall.

Services APIs Emulated Coverage
Compute (ec2) 571 177 31%
DB (dynamodb) 57 39 68%
Network Firewall 45 5 11%
Kubernetes (eks) 58 15 26%
Overall (subset) 731 236 ~32%

SMs to produce high-coverage traces that exercise all possi-
ble behaviors. Alignment means that permissible behaviors
should produce the same effects in the emulator and the cloud,
and forbidden behaviors should fail in both; ideally, failures
should also result in identical error codes and useful error
messages to assist with DevOps debugging. By testing the
effect of these traces in both environments, we can detect
divergence, track down the source of errors, e.g., to a specific
SM implementation, a specific interaction, or even back to the
cloud documentation, and fix them. This alignment process
also enables us to learn how the cloud produces error logs
for each situation, so that our emulator can decode errors in
a similar (or even richer!) style, e.g., by passing the specific
failure contexts to LLMs to generate an informative response,
further helping with the user with debugging.

We report preliminary results from our prototype, and de-
scribe new avenues of research. For instance, counting the
number of state transitions could quantify cloud complexity,
understanding the hierarchy of state machines could measure
and improve interoperability, and identifying “anti-patterns”
in state machines would help improve documentation qual-
ity. In short, we believe that a full realization of “learned
emulators” will shed much new light on cloud manageability.

2 MOTIVATION

Emulation: Why and how. To enable high velocity cloud
development, emulators such as LocalStack [6] (with Moto
as the backend) have garnered immense popularity (60k+
Github stars). They mock up cloud APIs—e.g., responding
to CreateVM() calls in a DevOps program by adding a mock
VM name, state, and location to the internal state, but without
actually creating anything else. Obviously, this mock cloud
infrastructure cannot host real workloads, but it enables devel-
oping and testing in a frictionless environment without cloud
provisioning. This requires extensive work, however, and
cloud providers themselves prioritize building actual cloud
features to stay competitive in the market, rather than emulat-
ing them. Providers also have stronger incentives for DevOps
testing to occur in the actual cloud, since this would gener-
ate revenue. Hence, emulators are primarily developed by
third-party developers based on the cloud’s documentation.
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Limitations of existing work. These emulators are Sisyphean
efforts, struggling to keep pace with the ever-expanding cloud
ecosystem. Analysis of LocalStack, the most mature emula-
tor, shows over 800 contributors making 10k+ commits over
10 years. Missing features and behavioral discrepancies are
commonplace [7], requiring continuous development. This
leads to two significant limitations for cloud emulation.
Coverage: The cloud is simply too vast. As Table 1 shows,
even popular resources like Amazon EKS (Elastic Kubernetes
Service) have incomplete support, and some key resources
(e.g., Network Firewall) have even lower coverage, e.g., only
CreateFirewall() but not DeleteFirewall(). This forces devel-
opers to maintain complex and brittle testing setups that use
the emulator for some resources and the real cloud for others.
Correctness: Manual implementation is not infallible, and
subtle behavioral differences between the emulator and the
real cloud are common. For example, a known issue of this
emulator is that it allows the DeleteVpc() call to succeed even
if it contained an Internet Gateway, while the real AWS API
would reject this API with a “DependencyViolation™ error.
Such errors/inconsistencies can seriously undermine the re-
liability of the emulator as a testing tool, allowing incorrect
code to pass through the emulator.
Need for a new approach. Hence, it is time to rethink the
design of cloud emulators using a new approach, leveraging
the power of LLMs and opting for automated code synthesis.

3 AN ILLUSTRATIVE EXAMPLE

We provide an illustrative example to establish intuition. At
the heart of our design is the abstraction of a hierarchy of
state machines that capture cloud operations. By orienting our
design this way, we reap the benefits of good abstractions [35]:
encapsulating info within modules to separate concerns, and
composing modules for programming at scale. Each cloud
resource is viewed as a SM, where a collection of state vari-
ables represents its attributes, and transitions are caused by
API invocations which may modify internal (i.e., within the
SM) and external state. Consider a Public IP address that can
be used by a Network Interface (NIC).

The Toy Doc

A Public IP address allows Internet resources to communicate inbound to
resources in our cloud. Also, Public IP addresses enable our resources to
communicate to the Internet and public-facing cloud services. It exposes APIs
for creation, deletion, and it can be associated with a Network Interface resource
for network connectivity. In the latter case, the Publiclp, and the associated
NIC must be located in the same cloud region. API signatures follow:
o CreatePublicIP(arg): arg is a string and specifies the cloud region:
‘us-east’ or ‘us-west’.
o AssociateNIC(arg): arg is an NIC identifier and refers to an already-
created NIC.
o DestroyPublicIP(): PublicIPs cannot be deleted if they are still at-
tached to their NICs.

For information about creating a NIC and associated APIs, refer to page 2500.

HotNets '25, November 17-18, 2025, College Park, MD, USA

s € State, t € StateType, v € Value, pred: Predicates

prog ::= SM states transitions state machine

states = Syt Sp ity typed state

transitions = expr transitions
| if pred then expr else expr write expr

expr = primitive | primitive, expr

primitive ::= read(s,v) read
| write(s,v) write
| assert(pred) assertion
| call(transition) call

Figure 1: The grammar for specifying an emulator.

PublicIP’s state would include its status (assigned/idle),
cloud zone, IP version and it could further include another
state parameter representing the attached resource (NIC),
defined elsewhere in the documentation. Transitions occur
through well-defined APIs that eventually modify this state.

I /+ An abstract state machine x/

2 SM sm {

3 States S; //A collection of state vars

4 Transitions T; //Transitions modify state
5 1

Further, both state and transitions can be sourced from the
documentation, whether by an emulator engineer or by an
LLM. Although this example describes the state variables
implicitly, cloud documentation often contains explicit defi-
nitions of resource states alongside their types (e.g., string/-
boolean/enum). Likewise, transitions correspond to the APIs
exposed by the resource, and they may be regulated by certain
constraints, e.g., a PublicIP and attached NIC must have the
same zone. Generally, these APIs fall into four categories:
create(), which initiates a resource, destroy(), which does the
opposite, describe(), which reads resource attribute, and mod-
ify(), which changes an existing state. The modify() class has
the most variety, since resources have tens or hundreds of
state variables and may further affect other resources. Hence,
a general way to model them is to treat the SM as symbolic.
A symbolic transition, e.g., modifyX(), will change the state
variable named ‘X’, which is a resource attribute. Resource
states can also be captured using a symbolic form.

For a given resource, we can refine the generic SM model
using information extracted from the documentation. Figure 1
shows the grammar, and an example spec for the PublicIP is
shown below. The read & write primitives operate on state
variables within a SM (e.g., Lines 9-10 modify PublicIP status
and zone); the call primitive triggers a state transition on
an external NIC SM (e.g., Line 14 bidirectionally associates
the NIC with the PublicIP); an assert primitive encodes
constraints (e.g., Lines 13 and 18).
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I SM public_ip {

2 States status:enum, zone:str, NIC: SM

3 Transitions {

4 CreatePublicIP (arg); //Creates PublicIP

5 AssociateNIC (arg); //attach with a NIC

6 DestroyPublicIP(); } //unassign
CreatePublicIP (region:str) {

8 write (status, ASSIGNED) ;

9 write(loc, region); 1}

10 AssociateNIC (nic_ref:SM) {

11 assert (loc == nic_ref.loc);

12 call (nic_ref.AttachPublicIP (self));
13 write (NIC, nic_ref); }

14 DestroyPublicIP () {

15 a rt (INIC);

16 write (status, IDLE); } }

4 RESEARCH AGENDA

We now describe our technical workflow (Fig. 2), a novel
neuro-symbolic approach to automatically generate high-
fidelity emulation code based on the SM abstraction. We
also discuss new use cases our approach will enable.

4.1 Documentation wrangling

The first step of our workflow is to identify or curate au-
thoritative cloud documentation. We call this preprocessing
step documentation wrangling. Cloud providers have varying
practices in maintaining and structuring their documentation.
As an example, AWS documents its cloud usage in a set of
PDFs, spanning hundreds to thousands of pages; just the EC2
compute instance alone has over 4000 pages [1]. These PDFs
also have clear pagination with marked sections indexed on
resource names (mapping each API to a resource) with API
signatures and error codes. On the other hand, for Azure and
GCEP, relevant information is scattered across websites, and
no consolidated PDF files exist. The pagination styles are also
markedly different. Hence, ideally, we need an automated pre-
processing step, aided by LLMs, to comprehensively identify
the set of documentation for each cloud.

The scale and complexity of the cloud ensures that docu-
mentation will always be extensive. As a practical challenge,
present-day LLMs have context window limitations. To ad-
dress this challenge, the classic ML solution is to use Retrieval
Augmented Generation (RAG) [33], but the semi-structured
nature of cloud docs provides a unique opportunity: we should
be able to create a symbolic parser, based on documentation
structure, to preprocess information. The documentation fol-
lows a set template indexed by resource type and has ordered
information (request, response types) for each API. This pre-
processing can build resource-specific information, reducing
amount of context that the LLMs have to process and improv-
ing the generation accuracy.

Archit Bhatnagar, Yiming Qiu, Sarah McClure, Sylvia Ratnasamy, Ang Chen

Resource: @ @
OB poring| S, G- Py
L@J Actions(), SM@ Spec
] Error types Cloud SM grammar
scraping Cloud docs | docs & checks

Doc Wrangling (LLM + SM Spec Generation (LLM)
Automated Scraping) /

Symbolic| SM translation —]
pass > Spec >
tests exec.(py/cpp/rs)
Code Generation ( )

Automated alignment
(Symbolic Guided Test)

Figure 2: Our envisioned workflow.

4.2 Specification extraction

We envision that the resource SMs would serve as an “ex-
ecution specification.” They not only capture the intended
cloud behavior but due to the constrained nature, can also
be executed in an interpreter to emulate cloud behavior. This
interpreter is the emulator framework that we need to manu-
ally engineer, representing a one-time effort. It maps the spec
rules to code blocks, leveraging the grammar.

Ensuring structured generation comprises our next chal-
lenge. After all, LLMs are not guaranteed to generate outputs
that conform to any grammar. While we can use iterative
prompting by supplying the grammar in the prompt to ensure
that the output is a legal spec, a more principled approach is
to use constrained decoding [43], to constrain the next-token
prediction process so that the token will only be generated if
it does not violate predefined structures.

Due to the large number of cloud resources, we envision
an incremental extraction to generate the SM specs. We first
symbolically extract a resource-level dependency graph from
API input/output dependencies. The LLM iterates over re-
sources in a structured manner in multiple passes: generating
individual SMs while leaving stubs corresponding to certain
dependent resources that have not been generated—e.g., while
generating CreateDefaultVPC() for VPC, it may call Create-
Subnet(), which wouldn’t have been processed yet. Finally,
these incrementally-generated “modules” are spliced together,
with a generation pass mimicking a specification linking pro-
cess, patching unfinished stubs with the actual information,
while also mapping failed assertions to error codes.

Next, before executing these specifications, we perform
consistency checks with the goal of achieving completeness
on resource type coverage and soundness against arbitrary
errors. Our definition of completeness here is that all resource-
types that we wish to generate code for are captured in the
specification, e.g., if a resource A depends on resource B,
then both are present in the specification. This again is en-
abled by the resource dependency structure by computing a
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transitive closure. Soundness against arbitrary invalid specifi-
cation is another consideration: although our grammar con-
strains the representation of the SMs, Al could still produce
syntactically-valid but semantically-incorrect states and tran-
sitions. Therefore, we check the resource-level specification
against behavioral requirements in the documentation—e.g.,
a describe() API will be flagged if it inadvertently modifies
some state, or a transition attempts to make a call to SMs
unreachable in its dependency graph hierarchy. We currently
manually capture these template-based checks since it’s a
limited set, and envision that if needed, the check generation
can be automated using LLMs with manual verification. Er-
roneous components will trigger another round of targeted
correction until the spec passes our checks.

4.3 Automated alignment

Thus far, we have used the cloud documentation as the single
source of truth. However, it is possible that documentation
may contain slight errors or does not stay perfectly in sync
with the actual cloud behavior [41]. Hence, the fidelity of the
generated emulation program is predicated upon the compre-
hensiveness and correctness of the documentation. Hence, we
need an automated alignment step for refining the emulation
behavior. Whereas prior work has found emulator discrep-
ancy using API fuzzing [26, 53], randomly fuzzing the entire
emulator is inefficient and can make check mining inefficient.

Our approach involves performing symbolic passes [19, 31]
over the SMs to divide the search space into symbolically
equivalent classes, based on the check/assert conditions for
each state transition. This enables guided searching and test-
ing for each symbolic class. For validating existing checks,
the SM ensures that there is a singular check violation in
the generated test traces, which helps us pinpoint the failure
root cause. Further, for mining missing semantic checks (by
testing programs and tracing differences), we leverage the SM
abstraction to find the minimal API traces that could trigger
the discrepancies. If any discrepancy is identified by the above
step, we feed the LLM with the delta to diagnose the error: are
the differences attributed to the extracted spec, or the cloud
documentation? Eventually, based on the diagnoses, the LLM
updates the emulator to align with the cloud behavior. This
phase closes the loop, allowing the emulator to continuously
and autonomously improve its fidelity over time.

Ideally, we want the emulator to produce similar or identi-
cal error responses as the cloud, to further aid DevOps debug-
ging. We hypothesize that “error codes” and “error messages”
need to be treated differently. While the former needs to be
identically aligned with the cloud response, the messages
are for developer consumption and can deviate in its exact
wording. Further, we may be able to provide even more infor-
mative responses than the cloud, by “decoding” the API call
sequences using LLMs to suggest root causes and repairs.
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4.4 New opportunities of this approach

We now reflect on the broader implications of taking a new
approach to cloud emulation. By formalizing cloud API be-
havior into a machine-readable model, our approach enables
novel ways to analyze and improve cloud services themselves.

Quantifying cloud complexity: The extracted specification
comprises a graph of interacting state machines. This provides
objective metrics (e.g., number of nodes, edge density) for a
quantitative analysis of cloud service complexity. This allows
for comparisons, for example, between the complexity of
AWS Lambda and Azure Functions, and could assist cloud
providers to modularize their resources.

Cloud gym: This emulation framework can also act as a
playground for learning and testing cloud services for Al
agents. There has been a recent line of work on building Al
agents for cloud management [49], with the goal of automat-
ing DevOps engineering. To train these agents, we need a
high-fidelity gym with a no-cost and zero-risk environment.

Documentation engineering: By analyzing the specifica-
tions, we can detect potential design flaws and anti-patterns.
For instance, a modify() call that requires a long and com-
plex chain of actions updating multiple dependencies across
resources may indicate a poorly designed API; or, documenta-
tion that consistently leads the Al to generate incorrect logic
may be flagged as ambiguous and in need of refinement. This
will improve API and documentation engineering [3].

Multi-cloud emulation: Our approach is provider-agnostic
and can generalize to any cloud backend. By consuming dif-
ferent cloud providers’ documentation, we can generate a
standardized formal model for all of them, and generate a
“universal emulator” for testing multi-cloud DevOps programs.
Our approach also enables formal, automated comparisons
of equivalent services—e.g., whether Azure’s CreateVM() re-
quires the same dependency checks as AWS’s Runlnstance()
in AWS—and can help improve cross-cloud portability.

S PRELIMINARY EVALUATION

We have built a preliminary prototype based on our method-
ology, and present initial results benchmarking it against a)
the state-of-the-art emulator LocalStack, which is manually
engineered, and b) an approach that directly prompts an LLM
to read cloud documentation and generate emulator code.
Prototype setup. For a fair comparison with direct code
generation, we evaluate the emulator version using direct
prompting (i.e., without RAG) to generate SM specs using the
grammar. We currently don’t employ constrained decoding
but enforce syntactic checks in the interpreter and re-prompt
in case of issues. The interpreter is a shim layer that maps
SM blocks to Python code with some neural-assisted refac-
toring and helper code generation. We also showcase results
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for the workflow without any alignment, but see significant
improvements with alignment.

Basic functionality. We wrote an AWS DevOps program
that creates a VPC, attaches it with a subnet, and then modi-
fies the subnet to enable the MapPubliclpOnLaunch attribute,
which assigns a PublicIP to all instances on launch. Our em-
ulator was able to successfully maintain the required state
(e.g., vpc_id, subnet_id) and process the API calls (e.g., emu-
late ModifySubnetAttribute()). The code synthesis only took
a couple of minutes; moreover, our emulator’s responses
aligned with the actual cloud responses for this case.

Versus manual engineering. As discussed before, despite
extensive efforts, manually-engineered emulators struggle to
cover the diverse range of resources and APIs. Whereas Moto
only covers 11% APIs for Network Firewall (and Localstack
doesn’t emulate that service at all), our preliminary prototype
captures all 45 API calls through automated generation. Our
prototype also captures all EC2 and DynamoDB API calls.
Versus direct-to-code. We then tested the direct-to-code
(D2C) baseline, where the same LLM (i.e., Gemini 2.5 Pro) is
prompted to generate the emulation logic directly from cloud
docs. While D2C has achieved similar API coverage, the gen-
erated code is prone to critical logic and state manipulation
errors that our system prevents by design. To evaluate accu-
racy, we compare the response alignment against the cloud for
4 traces across 3 scenarios: provisioning, state updates, and
edge cases that target subtle underspecified checks. Overall,
the D2C emulator aligned in only 3 out of 12 traces (as shown
in Fig. 3), primarily due to two categories of issues:

(i) State errors: The D2C emulator fails to capture the im-
portant state variables, such as the InstanceTenancy or Cred-
itSpecification attributes, rendering it incapable of testing
certain resource update scenarios that could happen in pro-
duction scenarios. It also missed state checks, like ensuring
that no gateways/endpoints exist in a VPC before processing
a DeleteVPC() call. Other errors include a lack of resource
context, like allowing DNS hostnames to be enabled on a
VPC where DNS support is disabled.

(ii) Transition errors. For instance, when tested with a
StartInstances() call on an already-running instance, the D2C
emulator failed silently; instead of returning the expected “In-
correctInstanceState” error, it returned a success code. This
creates a dangerous state inconsistency that the DevOps pro-
gram cannot detect. Furthermore, its check validation logic
is shallow; while it can check for simple CIDR conflicts, it
incorrectly allows the creation of a subnet with an invalid
prefix size (e.g., /29). Other notable issues include failure to
return the specific error codes required by client-side tooling.
Quantifying service complexity. Our approach can be used
to quantify the complexity of cloud services by the number of
state variables and transitions for a given state machine. We
show the distribution for several AWS services in Figure 4: as
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Figure 4: CDF of SM complexity across services

we can observe, the SMs in the EC2 service are more complex
than others. Overall, our generated specs included 28 SMs for
EC2, 8 for network firewall, and 7 for DynamoDB services.
This complexity distribution, given that we can handle more
complex services like EC2 well, is a positive sign indicating
that our SM generation, for all services scaling across the
cloud, is amenable to LLM-based generation.

Multi-cloud We replicated the same workflow on Azure and
achieved comparable accuracy. The primary additional effort
in generalizing to other cloud providers lies in documentation
wrangling: whereas AWS offers a centralized repository of
API definitions, Azure distributes definitions across resource-
specific web pages. We need to adapt our information gather-
ing workflow according to such provider-specific patterns.

6 CHALLENGES & LIMITATIONS

Underspecified Documentation. For resources with under-
specified information (mainly the description of API specific
behavior), our emulator relies solely on the alignment phase to
gather concrete resource behavior. We’re also exploring scrap-
ing information from cloud-specific resources (like for SDK)
for further information about API behaviors and checks.
Alignment Completeness. The objective of the alignment
phase is to harden the frequently executed paths. Given the un-
bounded number of programs that can be used for alignment,
we do not aim to offer completeness guarantees.



A Case for Learned Cloud Emulators

7 RELATED WORK

Specification mining. Our work builds on a rich history of
techniques for automatically extracting API specifications [32,
37, 42, 44, 54], especially those that leveraged the advent of
LLMs to directly translate informal natural language com-
ments and documents into checkable assertions [22, 52], tem-
poral properties [21, 36], and other formal specifications [29,
39, 40]. While we draw heavily from these advances, most of
them stop at inferring invariants for existing implementations,
rather than generating end-to-end emulation code.

Within the domain of spec mining, our work is most re-

lated to active automata learning, or “model learning” [46, 47],
where an algorithm interactively queries a black-box system
to infer a state machine model of its behavior using traces or
documentation. The most related work, Hermes [15] synthe-
sizes FSMs from network protocol documents for security
analysis, while other works have focused on attack synthe-
sis [45], automated testing [34], or bug detection in proto-
cols [23, 24]. To the best of our knowledge, our work is the
first to use LLMs to translate API documentation into com-
plete, executable SMs to emulate cloud services.
Cloud testing. Most cloud testing works have focused on
finding bugs and vulnerabilities in the cloud service imple-
mentation itself, using stateful fuzzing [16, 17, 26, 28, 30, 48]
(more so with LLMs [53]) or differential testing [27]. The
closest work to ours [41] aims to find behavioral gaps be-
tween real cloud and emulators, but does not fix them in a
principled manner. Our key contribution is to close the loop:
use the discrepancies to refine our learned model itself. We
take inspiration from the prior work on protocol reverse engi-
neering [18, 38, 51] for efficient automated alignment.

8 SUMMARY

The development of modern cloud infrastructure needs emu-
lation for better testing and validation. Historically, this task
requires constant, error-prone manual efforts. We make a
case for a new approach, using LLMs to learn the emulation
logic from cloud documentation and automatically generating
emulation code. Specifically, we argue for modeling cloud
resources as state machines, paving the way toward principled
code generation. This further opens up new avenues for Al-
assisted cloud operations, e.g., for automated cloud testing,
or building gym environments for cloud agents.
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