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Abstract

Rail-optimized network fabrics have become the de facto
datacenter scale-out fabric for large-scale ML training. How-
ever, the use of high-radix electrical switches to provide all-
to-all connectivity in rails imposes massive power, cost, and
complexity overheads. We propose a rethinking of the rail
abstraction by retaining its communication semantics, but
realizing it using optical circuit switches. The key challenge
is that optical switches support only one-to-one connectivity
at a time, limiting the fan-out of traffic in ML workloads
using hybrid parallelisms. We introduce parallelism-driven
rail reconfiguration as a solution that leverages the sequen-
tial ordering between traffic from different parallelisms. We
design a control plane, Opus, to enable time-multiplexed
emulation of electrical rail switches using optical switches.
More broadly, our work discusses a new research agenda:
datacenter fabrics that co-evolve with the model parallelism
dimensions within each job, as opposed to the prevailing
mindset of reconfiguring networks before a job begins.
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• Networks → Data center networks; Network archi-

tectures; Application layer protocols; • Hardware →
Networking hardware.
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1 Introduction

The design of datacenter interconnect fabrics has a signif-
icant impact on the scalability and efficiency of large-scale
machine learning (ML) systems. A wide range of general
datacenter fabric designs have been proposed in the past
decade, including electrical [1, 24, 27, 70, 71] and photonic
networks [11, 15, 22, 26, 77]. More recently, the rapid growth
of ML training workloads has driven a shift toward ML-
centric datacenter fabric designs [31, 32, 34, 35, 79, 80, 85].
Among the many proposals, one datacenter topology has
seen broad adoption: the rail-optimized fabric [21, 58, 78].
The rail fabric explicitly aligns with the communication pat-
terns of hybrid parallelisms in ML workloads by wiring to-
gether “rails” of GPUs—sets of GPUs with identical ranks
across multiple high-bandwidth (or scale-up) domains, form-
ing the scale-out domain (Fig. 1). This design can achieve
congestion-free communication for common collectives like
AllReduce and AllGather in distributed ML pipelines [58].
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Figure 1: Rail-optimized fabrics.Wepropose to replace packet

switches (shown as Rail 0, Rail 1 etc.) with optical circuit

switches. We make the case for retaining the illusion of full
connectivity between GPU ranks connected to the same opti-

cal rail switch using in-job reconfiguration.

But this performance comes at a steep cost. To ensure
contention-free communication across rails, rail fabrics are
significantly over-provisioned in electrical switch bandwidth
[78]. Each rail switch connects GPUs of the same rank in
all scale-up domains, resulting in networks built from high-
radix packet switches. These switches are not only costly,
but also power-hungry. Switch ASIC processing, transceiver
electrical-optical conversions, and multi-tier Clos, all con-
tribute to the energy and complexity burden of the fab-
ric [9, 53, 61]. Ironically, the electrical rail design achieves
congestion freedom by brute-force overcapacity, even though
ML communication patterns are structured and predictable.
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This paper asks whether it is possible to retain the desir-
able properties of rail-optimized fabrics while dramatically
improving their energy and cost efficiency. Rather than re-
designing the datacenter topology [6, 34, 35, 39, 72, 79], we
pursue a different direction to answer the question: we pro-
pose to replace electrical packet switches in the rail with
reconfigurable optical circuit switches (OCSes) which con-
sume a magnitude lower power than their electrical coun-
terparts [80]. We call the resulting design a photonic rail-
optimized fabric. Our proposal draws inspiration from recent
successes in optical ML fabrics [31, 85] but departs from
them by preserving the already-successful rail design, while
fundamentally changing how data is switched within it.

However, the shift from packet switching to circuit switch-
ing in rails is not straightforward. Electrical rail switches
enable all-to-all packet-level connectivity among GPUs in
the same rail, whereas OCSes only offer one-to-one circuit
connectivity (one GPU to another GPU) at a given time. This
limits the node degree of each GPU rank and breaks a key
invariant of rail-optimized designs–full connectivity among
the same-rank GPUs across all scale-ups (Fig. 1). Without full
connectivity, hybrid ML parallelisms will become inefficient
or even infeasible on rail fabrics. The core technical chal-
lenge, then, is: how to retain the abstraction of seamless rail
communication despite the limitations of photonic switching?
One key observation is that most communication in dis-

tributed ML is predictable and structured [20, 79]. Collectives
are issued in known sequences, organized by parallelism type
(e.g., tensor, data, pipeline) [54]. We exploit this structure to
break the illusion of requiring full connectivity by reconfig-
uring the photonic fabric between collectives within the job. To
our knowledge, this is the first proposal to reconfigure fabrics
between ML collectives, while other proposals reconfigure
once prior to the job start [31, 79, 85], or reconfigure during
workloads specifically for one type of parallelism [39].

We consider the feasibility of in-job reconfiguration that
adapts the fabric to each parallelism phase, without disrupt-
ing the ML stack or requiring bespoke OCSes. To realize the
vision of photonic rails, we propose a novel control layer
in ML software stacks, Opus. The collective communication
libraries will act as clients to Opus and issue provisional
intents to communicate. Opus will interface with the tradi-
tional network controller to orchestrate rail reconfiguration
in response to such intents. Our early experiments show that
Opus can reduce networking infrastructure cost by 70% and
power consumption by 96% while only incurring 3% increase
in iteration time over a network with electrical rails.

2 Communication across Parallelisms

Training ML models at scale requires a combination of
parallelism strategies across thousands of GPUs (Tbl. 1) [12,

Model size Compute (𝑁 GPUs) Practices

Small (< 10B) 𝑁 ≤ 8 TP or DP
Large (> 10B) 8 < 𝑁 ≤ 512 TP & PP, TP & DP, or DP
Large (> 10B) 512 < 𝑁 ≤ 1024 DP & PP, or DP & TP
Large (> 10B) 𝑁 > 1024 TP, DP & PP
Table 1: Rule-of-thumb LLM parallelism strategies [74].

41, 64, 68]. To make this feasible, ML systems leverage mul-
tiple, co-existing dimensions of parallelism. These include
data parallelism (DP, and variants like fully sharded data
parallelism or FSDP), pipeline parallelism (PP), tensor par-
allelism (TP, often combined with sequence parallelism or
SP), context parallelism (CP), and expert parallelism (EP)
[16, 21, 33, 41, 43, 64, 68, 82, 84]. As shown in Tbl. 2, each
parallelism axis incurs communication that differs in: (1)
data volume–ranging from full model weights in DP to per-
layer activations in TP; (2) start time–some collectives occur
during the forward pass, others only during backpropaga-
tion; (3) frequency–some fire once per layer, others once
per micro-batch; and (4) communication pattern–from ring-
based AllReduce to high-fanout AllToAll. Importantly, the
communication operations from different parallelisms are
not ordered arbitrarily: they follow strict dependencies de-
fined by the model’s execution graph (DAG). Fig. 2 illustrates
these dependencies in a 3D-parallel training step.
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Figure 2: Traffic in a training iteration with 3D parallelism.

2.1 Our Proposal: Electrical → Optical Rails

Rail-optimized topologies are gaining traction for scaling
ML workloads [58]. These topologies organize the network
into multiple independent “rails,” where each rail connects
GPUs of the same local rank across different scale-up do-
mains, e.g.,Nvidia DGX [56] or HGX [57] nodes. The number
of rails equals the number of GPUs in each scale-up domain.

Fig. 1 illustrates how a 3D parallelism strategy maps natu-
rally onto a rail-optimized network. Frequent and latency-
sensitive TP collectives are confinedwithin the high-bandwidth
scale-ups, whereas PP and DP collectives often traverse the
slower scale-out network because they occur less frequently
and can be overlapped with compute [21, 63]. The rail ab-
straction allows these scale-out collectives to occur without
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Parallelism Memory reduction Compute reduction Communication type and frequency

DP gbs/dp gbs/dp bwd AR per layer/per model
FSDP gbs/dp, params/dp gbs/dp fwd AG, bwd RS per layer/model
TP params/tp, grads/tp, optims/tp params/tp fwd bwd AR per operator

TP & SP params/tp, grads/tp, optims/tp, activs/tp params/tp, activs/tp fwd bwd AG&RS per operator
CP kv_cache/cp, seq/cp seq/cp fwd AG bwd RS per layer
PP params/pp, grads/pp, optims/pp, activs/pp params/pp fwd bwd Send/Recv per microbatch
EP experts/ep experts/ep fwd bwd AllToAll per layer

Table 2: Characteristics of different parallelism strategies [38]. gbs: global batch size. dp: data parallel degree. seq: sequence

length. fwd: forward pass. bwd: backward pass. AR: AllReduce. AG: AllGather. RS: ReduceScatter. params: model

parameter size. grads: gradients size. optims: optimizer states. activs: activation states.

oversubscription: every rail provides a dedicated, congestion-
free path across domains for a specific GPU rank.
Limitations of packet-switched rails. Despite their per-
formance benefits, today’s rail fabrics suffer from scalabil-
ity challenges. Optical fibers connect scale-up domains to
the network, terminating at transceivers that interface with
server NICs and packet switches. Each packet switch intro-
duces optical-electrical-optical (OEO) conversions, adding
energy and latency overhead to the data path. These conver-
sions, coupled with the switch ASIC’s work—packet queue-
ing, header parsing, and TCAM lookups—consume signifi-
cant energy [83]. Moreover, while link speeds (e.g., 400 Gbps)
continue to scale, ASIC processing speed has not kept pace.
As a result, packet-switched fabrics now represent a bot-
tleneck in both power efficiency and bandwidth scalability,
especially in the face of LLM training jobs that require hun-
dreds of rails and thousands of endpoints [8].
Replacing rail packet switches with OCSes. We pro-
pose a re-imagined rail-optimized fabric in which each rail
is implemented not with electrical packet switches, but with
OCSes. These photonic switches can form end-to-end optical
paths without OEO conversions, eliminating switch ASICs
entirely from the datapath. The result is a dramatic reduc-
tion in energy consumption, near-zero datapath latency, and
the ability to scale bandwidth without incurring ASIC bot-
tlenecks [44]. Importantly, our proposal retains the logical
structure of the existing rail-optimized topology: the scale-
up domains, cabling, and GPU-to-rail mapping, all remain
unchanged. There is no multi-tier electrical rail or spine.
Instead, each rail becomes a flat, photonic point-to-point
fabric. Cross-rank communication can still be supported
via forwarding through the high-bandwidth interconnect in
scale-up (e.g., PXN [50]), as explored in prior work [78]. The
control plane remains electrical and host-driven.

Mature technologies likeMEMS-basedOCSes already have
characteristics required by this design: millisecond reconfigu-
ration and switch radix in the hundreds [3, 37, 39, 44, 60]. We
note that our proposal differs from recent silicon photonic ar-
chitectures proposed by Nvidia and Broadcom [7, 52], which

still rely on electrical switching ASICs but use co-packaged
optics (CPO) instead of pluggable optical transceivers.

3 Challenges in Realizing Photonic Rails

Replacing electrical rail switches with OCSes is non-trivial.
In ML jobs with hybrid parallelisms, each GPU is a member
of multiple communication groups — logical constructs man-
aged by collective communication libraries like NCCL [49].
A single GPU belongs to several groups, each associated with
a different parallelism axis. This leads to a high communica-
tion degree per GPU. For example, the degree requirement
is 6 in a 3D–parallel job using ring-based AllReduce, where
one GPU has two neighbors per ring. Packet-switched rails
support this naturally due to their full connectivity. How-
ever, the number of simultaneous optical circuits per GPU is
bounded by its physical degree, i.e., the number of network
ports. This degree limitation leads to three constraints:
C1: Collective algorithm. Low degree restricts collectives
to ring algorithms that are bandwidth-efficient but incur high
latency [67]. Latency-optimized strategies like tree-based or
recursive-doubling collectives cannot be used [65, 76].
C2: Parallelism dimensionality. The number of paral-
lelisms are constrained as some parallelisms (e.g., CP) need
to be implemented independently [38].
C3: Bandwidth fragmentation. Statically partitioning
NIC ports across communication groups allocates only a
fraction of NIC bandwidth to each collective.
Examples. Consider training a model with 3D parallelism
(TP, DP, and PP) on DGX H200 nodes, where TP is within the
scale-up domain. Each GPU is mapped to one ConnectX-7
NIC with three port configuration options, e.g., one logical
400Gbps port, two logical 200Gbps ports, and four 100Gbps
ports [51, 55]. The DP and PP collectives must share the
scale-out optical rail network. If 4-port configuration is used
by the NIC, two ports must be allocated to each parallelism
dimension (for two neighbors in a ring), effectively halving
the available bandwidth per group (C3). The low node degree
forces ring-based collectives (C1), and adding CPwould be in-
feasible without additional NICs or switching hardware (C2).
One workaround is to multiplex parallelisms over shared
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physical links, but this introduces a new set of problems:
forwarding traffic via intermediate GPUs inflates latency
and incurs a bandwidth tax [45]. Prior OCS-based ML fabrics
have sidestepped these issues by adding multiple NICs per
GPU [79, 80] or by placing one parallelism (e.g., EP) in the
OCS fabric while relying on packet-switched network for
other traffic [39] — costly solutions that increase network
complexity and fail to support higher-dimensional paral-
lelisms cleanly. Google’s TPU cluster [31] uses OCSes to con-
struct a 3D torus before the job starts, mapping parallelisms
to x,y,z dimensions but suffers from C1 and C3 [34, 35].
Key Insight. This naturally raises a provocative question:
can we reconfigure the OCSes during a job to enable 5D
parallelisms? Prior systems have explored microsecond- or
nanosecond-scale reconfiguration to enable traffic-aware
or traffic-oblivious scheduling in general datacenter net-
works [2, 3, 15, 22, 37, 45, 69, 77]. However, they are poorly
suited to the repetitive and high-volume collective communi-
cation patterns ofMLworkloads [79].We propose to embrace
a different unit of adaptation: the collectives themselves.
ML collectives occur in well-defined patterns dictated by
the model’s computational graph. These patterns naturally
create brief windows of communication inactivity between
phases of parallelism — ideal time to reshape the rail network
topology to match the upcoming collective’s demands.

3.1 Time Window between Parallelisms

To study the window sizes, we run an LLM training work-
load using TorchTitan [38] on the Perlmutter supercom-
puter [47]. We use 4 nodes connected by Slingshot 11 in-
terconnect fabric [28]. Each node has 4 A100 GPUs inter-
connected via NVlink 3.0. We train Llama3-8B with TP=4
(intra-node), FSDP=2, and PP=2 [23]. The PP schedule is
1-forward-1-backward [68], and the micro-batch size is 2.
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Fig. 3(a) shows the communication pattern in rail 0 (same
pattern for other rails). Rank 0 first performs stage 0 micro-
batch 0 forward pass (overlapped with per-layer AllGather

calls to collect the next layer’s parameters), and sends the
activation to stage 1 hosted by rank 8 through a Send/Recv
call along the pipeline dimension. Once the Send/Recv call
is finished, rank 8 computes the forward pass, while doing
AllGather. Then, it performs backpropagation for micro-
batch 0, followed by pipeline Send/Recv. ReduceScatter
calls are issued after partial gradients are updated. During
the optimizer step, several short AllReduce calls are issued
for synchronization and numerical robustness [46, 59]. We
observe that the DP traffic do not overlap with TP traffic.
Fig. 3(b) shows the pattern for PP=3. The data dependency
between operations, and PyTorch’s lazy DTensor operation
(e.g., the first AllGather call for stage 1 only starts when it
receives the activation from stage 0), dictate the sequential
order between PP and DP traffic, though collectives from
two dimensions are issued in different CUDA streams.
We find that the windows (the arrows in Fig. 3) are on

the order of milliseconds. We define the window as the idle
time between two consecutive parallelism phases 𝑃1 and 𝑃2,
which are two distinctive sets of communication groups:

𝑇𝑤𝑖𝑛𝑑𝑜𝑤 = min
𝑐𝑜𝑚𝑚 𝑗 ∈𝑃2

𝑇𝑐𝑜𝑚𝑚 𝑗 _𝑠𝑡𝑎𝑟𝑡 − max
𝑐𝑜𝑚𝑚𝑖 ∈𝑃1

𝑇𝑐𝑜𝑚𝑚𝑖_𝑒𝑛𝑑 ,

where 𝑐𝑜𝑚𝑚 𝑗 ≠ 𝑐𝑜𝑚𝑚𝑖 for all 𝑐𝑜𝑚𝑚𝑖 ∈ 𝑃1. In addition,

𝑇𝑐𝑜𝑚𝑚 𝑗 _𝑠𝑡𝑎𝑟𝑡 = max
𝑟𝑎𝑛𝑘𝑥 ∈𝑐𝑜𝑚𝑚 𝑗

𝑇𝑟𝑎𝑛𝑘𝑥 _𝑐𝑜𝑚𝑚 𝑗 _𝑠𝑡𝑎𝑟𝑡 ,

where 𝑟𝑎𝑛𝑘𝑥 participates in 𝑐𝑜𝑚𝑚 𝑗 , since the collective starts
only when the slowest rank joins. 𝑇𝑐𝑜𝑚𝑚𝑖_𝑒𝑛𝑑 is the end time
of the 𝑐𝑜𝑚𝑚𝑖 , the same for all participating ranks.
Based on the definition, we plot the CDF of the window

sizes and categorize the windows according to the total traf-
fic volume in 𝑐𝑜𝑚𝑚 𝑗 (communication after the window) in
Fig. 4 for the Llama3-8B workload. Our observation is that
more than 75% of the windows are over 1ms long and are
similar in size across rails. And the biggest traffic volume
(ReduceScatter) is preceded by the largest window (1000ms
in average). For general workloads, the number of windows
in one iteration can be determined by Eq. 1 (assuming FSDP
is used, and TP domain does not exceed scale-up). Using
the training configurations reported by [12], there are 127
windows over one Llama3.1-405B training iteration, approxi-
mately 20 seconds with 1k H100s (≈ 6 windows/second) [48].
Our findings indicate that topology reconfiguration can

have a minimal impact on the application performance if
the reconfiguration delay is on the order of milliseconds,
allowing it to be hidden in the windows between parallelisms.

4 Opus: Parallelism-driven Reconfiguration

We summarize several objectives for performing in-job
topology reconfiguration: Objective 1: reconfiguring for
new traffic demand with minimal delay; Objective 2: reduc-
ing reconfiguration frequency to increase circuit up-time
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and prevent blocking traffic; Objective 3: avoiding circuit
conflicts (e.g., new circuit interferes with ongoing traffic,
demand from two ranks result in conflicting topology, etc.).

Meeting Objective (1) and (2) requires the control layer to
accurately interpret the traffic patterns defined by the ML
frameworks. Overlapping the reconfiguration delay with the
traffic window is necessary to reduce overhead. To achieve
this, the control layer can perform provisioning, initiating the
reconfiguration immediately once the previous communica-
tion kernel finishes (Fig. 5), if it identifies that the next com-
munication belongs to a different parallelism. The control
layer can also reduce reconfiguration frequency by only re-
configuring when there is a shift in parallelism. Fig. 3 shows
all circuit configurations for the 3D-parallel workload.

To prevent circuit-level conflict with the workload DAG, a
first-come-first-serve (FC-FS) scheduling policy is necessary
in the control layer. A communication kernel which is is-
sued first by the application should be served first within its
communication group domain. The control layer should also
prevent undesired control divergence across rails when col-
lectives span multiple rails. Additionally, the reconfiguration
can only be performed after the completion of the previous
kernel, avoiding disrupting the ongoing traffic.

To achieve those objectives, we believe the network control
logic should be implemented in the application layer where the
parallelism-level hints and traffic patterns across iterations
could be easily obtained. This design decision differs from
previous control systems for reconfigurable networks in that
they perform traffic and topology engineering on the packet
or flow level in layer 2 and 3 [2, 3, 15, 22, 37, 45, 69, 77].
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4.1 Design Sketch

We present a high-level design sketch of the control plane,
Opus, for photonic rails, illustrated by Fig. 6. Opus shim
runtime sits between the application and the collective com-
munication layer in every scale-up domain. By "intercepting"
communication calls from the application layer, the shim gets
the information of the traffic volume and group. The shim
CLI profiles, interprets, and predicts traffic demand for in-
dividual ranks. The shim manager coalesces demand across
rails and issues reconfiguration requests. The manager also
selects suitable networks based on traffic types, e.g., the op-
tical GPU-backend rail network for bulky data transfer, and
high-bandwidth interconnect for intra-server traffic. Opus
controller orchestrates each rail’s OCSes to perform recon-
figuration upon receiving requests from all ranks of one
communication group. Together, the shim and the controller
provide an illusion of an all-to-all GPU backend network,
treating network connectivity as an allocatable resource.
During the first iteration of the training process, Opus
shim profiles the traffic pattern and issues reconfiguration
request only if the demand matrix of the parallelism changes,
reducing reconfiguration frequency. Upon receiving the re-
quests, Opus controller populates per-communication-group
metadata in a job-specific table, generates circuit configu-
rations, and configures the OCSes. The shim waits for the
controller’s acknowledgment, and calls the collective com-
munication library to execute the communication.
During later iterations, Opus reduces reconfiguration
overhead by provisioning. The shim issues speculative re-
quests based on the profiled schedules immediately after
the completion of the previous traffic from a different com-
munication group. The controller fetches the cached circuit
configurations and programs the switches, allowing the sub-
sequent communication being executed as soon as possible.
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OCS Tech

Reconfig.

time (ms)

Radix

(ports)

# GPUs

(GB200)

# GPUs

(H200)

PLZT (EpiPhotonics) 0.00001 16 576 64
SiP (Lightmatter) 0.007 32 1152 128
RotorNet (InFocus) 0.01 128 4608 512
3D MEMS (Calient) 15 320 11520 1280
Piezo (Polatis) 25 576 20736 2304
Liquid crystal (Coherent) 100 512 18432 2048
Robotic (Telescent) 120000 1008 36288 4032

Table 3: Opus scalability-latency tradeoff. # GPUs =

# (GPUs in scale-up) × radix/2 (using 2-port NIC configura-

tion and bi-directional transceivers [42, 61]).

4.2 Opus Analysis

Scalability and energy efficiency. Using commodity switches,
Opus GPU-backend network can scale up to 36K GPUs,
and has a much lower cost and energy consumption com-
pared to the state-of-the-art GPU networks. Tbl. 3 shows the
scalability–reconfiguration latency tradeoff for two scale-up
domains using specifications from OCS vendors and prior
works [10, 13, 14, 39, 40, 45, 60, 73, 75]. We believe Piezo or
3D MEMS OCS is ideal for our design. To show Opus’s cost
and power efficiency, we use the methodology from [78, 79].
Opus saves cost by up to 70.5% and power by up to 95.84%
(Fig. 7) thanks to the flat topology based on power-efficient
OCSes and end-to-end optical data paths between GPUs.
For further scalability, Opus can adopt a recursive BCube
topology [25] with multiple levels of OCSes, similar to the
design in [81], at the cost of requiring more server ports
(𝑛𝑙𝑒𝑣𝑒𝑙 × 𝑛𝐺𝑃𝑈 /𝑠𝑒𝑟𝑣𝑒𝑟 ).
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Figure 7: GPU-backend network cost and power comparison

using DGX H200, 400Gbps transceivers and switches [17, 18,

51, 60], excluding fiber cable cost and power.

Reconfiguration provisioning. We simulate the Llama3-
8B training workload with optical rails using the trace in
§3.1. Fig. 8 shows the impact of reconfiguration delay on
application when the rail reconfigures on the critical path
(without provisioning), and proactively (with provisioning).
The case of reconfiguration latency 0 stands for the baseline,
a fully-connected network. Since Opus only reconfigures if
the traffic pattern changes across parallelisms, the number
of reconfiguration is kept small and the impact is minimal
(6.5% iteration time increase with a 100ms switching delay
over the baseline). The overhead could be minimized through
provisioning. At 100ms switching delay, the network only
has a 3.5% longer iteration than the baseline.

While our simulation assumes equal bandwidth between
optical and electrical rails, optical interconnects have the
potential to deliver significantly higher bandwidth, further
reducing communication overhead in ML workloads [15, 77].
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Figure 8: Iteration time for varying network reconfiguration

delay (Llama3-8B with TorchTitan, TP=4, DP=PP=2).

5 Discussion

Control plane and synchronization. Scheduling and
time-synchronization have been major challenges in recon-
figurable networks [2, 3, 22, 37]. Network elements need
to be tightly synchronized to prevent packet loss. Central-
ized and distributed algorithms such as Edmonds and VLB
[15, 45, 77] are used for packet delivery and load balancing.
Our design achieves time-synchronization implicitly using
the application-driven reconfiguration scheme and the col-
lective barriers of collective communication libraries. The
simple FC-FS scheduling is sufficient as the bandwidth re-
source is not shared across jobs, and there is a sequential
ordering of traffic demands defined by the job framework.
Supporting any communication patterns. Optical rails
form a physical ring connecting GPUs of the same rank in
scale-out. This is suitable for AllReduce, AllGather, Re-
duceScatter traffic, but is not optimal for certain traffic
matrices that could not be easily implemented with a ring al-
gorithm, such as AllToAll traffic in EP. Frequent switching
among multiple communication groups (short AllReduce
calls towards the end of a training iteration along PP and DP),
leading to smaller windows, is also challenging. A possible so-
lution is to perform multi-hopping through connected GPUs
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in the same rail, and forward traffic through scale-up inter-
connect. The optical circuits can be configured to prioritize
serving bottleneck traffic [39]. Different OCS configurations
may diverge across rails to improve connectivity, and op-
timized collective algorithms for heterogeneous topologies
could be used [67]. Small, bursty traffic with high-incast
could also be offloaded to the host-based packet-switched
network [66]. The control plane should adaptively select
the appropriate solution based on the traffic volume, fan-
out degree, window size, and the switching frequency of
parallelism groups.
Reconfiguration granularity. Fine-grained reconfigura-
tion in the optical rail network is required in hybrid paral-
lelisms. Though the parallelism dimension of a GPU’s com-
munication undergoes sequential orders, allowing us to de-
fine the time window for reconfiguration, traffic from dif-
ferent parallelisms may occur simultaneously in two groups
of GPUs within one job. In the example of Fig. 3(b), stage
2 ranks’ DP AllGather and other stages’ Send/Recv can
be concurrent. Therefore, the circuit configurations should
be conducted on the granularity of communication groups.
Coarse-grained reconfiguration (directing all east-west links
to north-south) would introduce conflicts with communica-
tion schedules of the ML frameworks. This demands flexible
hardware switching for dynamic sets of ports (achievable
by [60]) and per-rank control logic implementation. The
flexibility is also important for multi-tenant environments.
Fault tolerance. Failure properties and fault handling tech-
niques in the optical-rail topology are similar to those used
in the rail-optimized topology and rail-only topology [78].
Using optical circuit switches does not introduce additional
failure scenarios. Instead, the optical rails significantly re-
duce the failure points since it removes transceivers, lasers,
and other electrical devices in the switching layer. Using
passive optical switches such as AWGR and WaS link tech-
nologies could further reduce the failure probability [3, 4].
Having additional rails in the scale-out could offer redun-
dancy when there are server uplink, transceiver (laser), NIC,
or switch failures.When there are failureswithin the scale-up
domain (e.g., GPU or server failures), network operators and
users can choose among (1) application layer workload re-
sharding [19, 30], (2) network-protocol-layer reconfiguration
[36](with scale-out topology reconfiguration if a reconfig-
ured job consists of GPUs from a different scale-up), and (3)
job migrations, depending on the severity and resource allo-
cation status. Traditional fault-tolerance mechanisms used
in SDN controller [5, 29] could be applied to Opus controllers
to mitigate the single point of failure.
Limitations. Opus requires tight coordination across net-
working layers. The specifications of the reconfigurable switches
(such as the reconfiguration speed, overhead per reconfigu-
ration, radix, etc.) and the control plane scheduling decisions,

should meet the application-level demands, specifically the
deployment scale, the window sizes and the frequency of
parallelism transitions in the scale-out. If an application’s
scaling techniques cause volatile switchings between paral-
lelisms, or long-lasting unpredictable traffic patterns, solely
relying on Opus’s dynamic network reconfiguration strategy
is unsuitable. Such applications could instead benefit from
having a larger all-to-all scale-up network.
Opportunities. Our reconfigurable rail design does not
require modifications to the existing applications, as the
control layer handles circuit allocation. However, the con-
trol layer has no leverage on the window sizes and collec-
tive orderings for hiding the reconfiguration delay. Back-
to-back or partially-overlapped traffic from two parallelism
axes need to be spaced, resulting in bubbles and GPU idling.
We believe there are opportunities for further reducing the
switching overhead by presenting the network resources
(i.e., circuit connectivity) as callable abstractions to the appli-
cation, similar to the abstractions for compute acceleration
(e.g., cuda.amp for tensor cores in PyTorch [62]). Utilizing
the abstraction, the application, e.g., PyTorch, could sched-
ule computation kernels, communication collectives and the
circuit allocation together, exploiting the overlapping possi-
bilities between computation and network reconfiguration.

6 Conclusion

We propose a control layer to support ML workloads with
hybrid parallelisms on reconfigurable optical rail-optimized
networks. We show that performing circuit switching driven
by parallelism shifts within a job can have 70.5% cost saving
and 95.84% power reduction without significant impact on
application performance, comparing to the fully-connected
baselines. This is achieved through the tight integration be-
tween the application collective communication layer and
the network controller, enabling fine-grained, parallelism-
aware circuit provisioning and switching.
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